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Abstract

In recent years there has been a significant increase in the number of personal mobility
vehicles (PMVs) of all kinds, used in urban scenarios. In this context, autonomous cars
will encounter numerous problems due to their perception limitations and sometimes,
unpredictable behaviours of PMV users. Therefore, it is particularly important to study
the interaction between autonomous cars and those vehicles. Among PMVs, e-scooters
have become increasingly popular. Despite this, very little attention has been given to
studying their behaviour in shared spaces. This work aims to develop a behavioural
model for e-scooters that can be integrated into the existing autonomous vehicles simu-
lator SPACiSS. The behavioural model was created using the Social Force Model (SFM),
adapting it to handle the different characteristics an e-scooter has with respect to classic
SFM models. The updated model will be able to handle physical constraints such as the
dynamic and kinematic due to the non-holonomicity of the vehicle as well as implement-
ing a new defined force that models road elements such as lanes and sidewalks. The model
was integrated into an ROS-based environment that handles the communication between
the simulation and the visualisation process, as well as rendering the different scenarios
and their agents. Due to the lack of real-world datasets, which are crucial to obtaining
an accurate model, the calibration and the tests will be discussed only theoretically. De-
spite this, a crash analysis will be conducted. It has been possible because it was all on
simulation, but it has proved fundamental to highlight the scenarios where the model has
more difficulties and where it performs nicely. Despite the challenges encountered due
to the lack of datasets, the model still proved to be effective and was able to simulate a
large range of real-world situations. This work contributes to developing a behavioural
model for an e-scooter that enriches the field of autonomous vehicle research. Future
work should be focused on validating the model presented here with real-world data and
expanding it to other personal mobility vehicles.
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Chapter 1

Introduction

This chapter will present this thesis work, starting by understanding the context in which
it nestles and going then to the goals this project proposes to achieve. We will then
propose the solution we intend to implement to then conclude the introduction with a
preamble for the chapters that have to come.

1.1 Context

The field of autonomous cars has been expanding continuously over the recent years,
trying to go in the direction of more capable models. If we consider the starting point
that was in 1980, there has been a huge leap forward, since now there are a few commercial
cars capable of self-driving under certain conditions. At the same time, this is currently
one of the biggest limitations, since what we are able to provide as of now, are cars that
can drive without the intervention of the driver on highways or where the road condition
is known as well as the weather condition.

If we look at what we would need in order to have a fully autonomous car, one of the
hardest but at the same time most encountered scenarios, is driving in an urban context.
This can lead to a various number of challenges, since in those cases the car has not only to
navigate among cars but also will come across other road users such as pedestrians, bicycle
riders, e-scooter riders, etc. These kinds of users are much more vulnerable than other
cars, and that is why in this context they are also referred to as Vulnerable Road Users
(VRU). When moving among VRUs, the car will encounter a large number of different
behaviours which could also be unexpected, since it’s not uncommon for pedestrians to
cross the road not following the general road rules, but rather trying to find the shortest
way to reach their goal. The same can be experienced with other vehicles such as Personal
Mobility Vehicles (PMVs). Here we can also have unexpected behaviours such as crossing
an intersection or a traffic light even if it is not their turn or ride on the road even if
there are predefined paths for them. All these are complications when applied to the
algorithms that control autonomous cars.

In particular, if we focus on a branch of the PMVs that is represented by the Powered
PMVs, we can identify an increasing number of e-scooters in recent years. This has
affected most large cities, thanks also to the sharing services that provide and offer this
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Introduction

type of vehicle on the streets. Furthermore, the easiness of use that these vehicles provide
is also another strong point, together with the dimensions which are very close to those
of a bike and guarantee facility in transportation and storing.

The upraise of e-scooters is a new challenge in the research spectrum of autonomous cars
since it is a very limited explored branch. They can be easily compared to bicycles since
they are both two-wheeled, but in fact there are some important differences that need
to be accounted for such as the lower centre of mass and the riding position which are
two important factors particularly when modelling the physical model of such a vehicle.
From the behavioural side, the key point is the difference in acceleration between the two
which can lead to different attitudes.

All that has been discussed until now are only some of the reasons why it is important to
focus the research on finding new ways to model the behaviour of road users, particularly
those which are unpredictable. Another important aspect to consider is how to test the
navigation algorithms that are deployed. This is because conducting field tests other than
being expensive, is also time and resources consuming, and might not always be possible
to conduct such kinds of tests. This is why putting effort into researching a way to test
the algorithms in other ways is fundamental. A good answer to this problem is given
by the simulators, which are built to represent as realistically as possible the different
scenarios that a car may encounter when navigating on the roads, despite the oxymoron
that the association of these two worlds might represent.

That is why a research institute such as INRIA has decided to fund a project that goes
exactly in this direction called ANNAPOLIS (AutoNomous Navigation Among Personal
mObility devIceS) [5]. The project aims to increase the vehicle’s perception capacity in
terms of precision, measurement field of view and information semantics, through vehicle
to intelligent infrastructure communication. The project will also seek new models or
concepts to take into account unpredictable behaviours of the new means of individual
electric transport, to interpret and analyze scenes under constant evolution, and finally
to decide the best future and safe motion of the self-driving car even in highly dynamic
environments with unexpected and dangerous events. The last point is where this work
is positioned and it describes which problem it aims to solve.

1.2 Research Problem

As we have seen in the previous section, there are multiple challenges to be addressed to
keep developing the field of autonomous car navigation. With this work, we decided to
focus on the urban navigation problems and in particular those situations where the car
has to move in crowded spaces or in shared spaces with other VRUs. This area itself has
also a lot of different approaches that can be taken in order to tackle the challenge, and
our direction was to study more the interaction of the car with e-scooters.

This is particularly interesting because as we have seen the number of users has contin-
uously increased throughout the years and is expected to continue on this trend even in
the years coming [6] [37]. Besides, the fact that this is a relatively new branch without
a lot of research done, gives us freedom to explore while enriching an important part of
the field.



1.3 — Research Methodology

Given this, we decided to investigate in particular the branch of behavioural models ap-
plied to e-scooters, in order to be able to put it in a simulator that could be used to test
navigation algorithms in scenarios that include multiple VRUs. This specific subsection
is interesting because there are only a few models proposed and none of them focus on
the vehicle’s interaction with a car in shared spaces that is exactly the gap that we want
to fill with this work.

The objectives for this thesis can be summarized as follows:

e Design a behavioural model of an e-scooter
« Integrate it inside a simulator also comprised of other agents called SPACiSS
e Have the possibility to simulate different rider behaviours

e Enrich the scenarios available in the existing simulator SPACiSS by adding other
road elements

1.3 Research Methodology

To conduct this work, we followed a standard research approach. Firstly, we dived into
the literature to learn more about the field of simulators and behavioural models. Con-
sequently, we tried to understand what could be the correct PMV candidate to be im-
plemented in the simulator. After choosing the e-scooter as a vehicle, due to its spread
use among people and the little work that we found in our literature review, we started
digging looking for other studies that had focused on designing behavioural models for
this kind of PMV.

To implement the e-scooter model we have proposed to use a modified version of the
Social Force Model (SFM). This model is widely used in the literature to represent the
interaction between different agents in a social context. We have defined a modified ver-
sion of this, adapted to better suit and represent an e-scooter. This revised version of the
social force is the main contribution of this thesis work, among the proposed formulation
for lanes and sidewalks. This was essential to fulfil the goal of having more various sce-
narios and has also added a layer of complexity and possible analysis to the simulator.
Once the model was implemented we started with the calibration phase, so we decided
which algorithm was meant to be used and how to validate the model after the calibra-
tion. Unfortunately, due to the lack of real-world datasets including e-scooters that could
be used to calibrate and test the model, we decided to still design the test scenario to be
used once the dataset becomes available. To find a way to test the model despite the lack
of data, we performed a crash analysis in simulation that gave us a lot of insights into the
model performances and areas that can be improved, even without a proper parameter
calibration.

1.4 Thesis Overview

To conclude the introduction we will go through the next chapters summarizing their
content and giving a brief peak into what we will see in the upcoming chapters.
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1.4.1 Chapter 2 - State-of-the-art

The state-of-the-art chapter will present what is the current situation in the context of
this work and will detail the rationale behind the choices we made for what regards the
model and simulator. We will start by analyzing the existing simulators for autonomous
vehicles, that are used to test navigation algorithms. We will focus on their strengths and
weaknesses, and what are their main functionalities, while also giving a shallow intro-
duction to their structure and their main purposes. After the discussion on simulators,
the focus will shift to presenting the most common behavioural models that are used
in modelling the interaction of agents such as pedestrians between each other. We will
analyze three of the most used models, which are the Social Force Model, the Cellular
Automata and those models based on Neural Networks. For each of these models, we
will look at the principles behind them and how they work. We will understand what has
been achieved in the literature using those models and which behaviours they manage
to emulate. Finally, we are going to tighten the field of view, looking for applications of
such models to e-scooters specifically. What we found analyzing the literature, is that as
of now there have been proposed only models utilizing the Social Force Model and so we
will focus on analyzing those and how they shaped the social forces to be applied to an
e-scooter.

Eventually, we will explain the reasons behind our choices for what concerns the sim-
ulator and the model used in the production of this thesis. In the end, we decided to
use SPACISS as a simulator which was developed internally for the laboratory by Préd-
humeau et al. [32], in order to enrich a simulator that had already filled the gaps for what
concern pedestrians’ interaction with an autonomous car in shared spaces, respect to the
others in the literature such as CARLA or LGSVL. We also ended up using the Social
Force Model because we wanted to give continuity to what was already implemented in
the simulator and because it is a widely recognized and used model to represent this kind
of interaction.

1.4.2 Chapter 3 - System modelling: E-scooter, road lanes, sidewalks
and social force formulation

This chapter delves into the mathematical formulation of the model we have implemented
in the simulator. It is fundamental to present the main contributions of this thesis and
is the core of the project.

Following the research work done in revising the literature and the few approaches we
found, to come up with the model we have used, we decided to use as a foundation the
work of Liu et al. [25] which gave us the main elements to consider in the building of our
social force formulation. The main modifications produced to the classical formula regard
the inclusion of different shapes for the personal space of the e-scooter rider; considering
a velocity-dependency when computing the distance between two neighbour agents and
considering the kinematic and dynamic constraints that are present when dealing with a
non-holonomic vehicle such as an electric scooter.

The personal space has been designed as an ellipse that will change its dimension dynam-
ically based on the perceived density and the agent’s velocity. The velocity-dependency
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has become necessary since in the simulation there are agents going at different velocities
and their relative velocity is not negligible. Thus it must be taken into consideration
when computing the relative distance between agents. Finally, the kinematic constraints
are fundamental to be implemented since the e-scooter cannot translate laterally but has
limitations when turning, and so we present both a kinematic and dynamic bicycle model
from where we derive the formulas to compute the updated position and orientation of
the vehicle.

To conclude this chapter we present our model of the lanes and sidewalks, which are
introduced within the simulator, fulfilling one of the goals of this project. The force that
we designed for the sidewalk is capable of representing behaviours such as crossing a lane
to avoid an obstacle or another agent, to successively come back to the correct lane after
the avoidance manoeuvre.

1.4.3 Chapter 4 - Implementation

In the implementation we discuss the tools we used in this project and their characteris-
tics. Here we will learn more about the environment we worked in and how the theoretical
formulation translates into a practical form. The most important tools that have been
used are the Robot Operating System (ROS), with all its internal tools, and the SPACiSS
simulator.

ROS is a middleware that has been designed to be used in the robotic environment to
handle the different parts of a robot in a distributed manner. Among all the tools that
it is equipped with the most significant is rviz. This is a visualization tool that can
display the robot and its sensor in a 3-dimensional space. In our work, we have used it
to represent the different scenarios that we wanted to simulate including all the agents
(pedestrians, AV, e-scooters) and the lanes or the obstacles.

SPACISS is the simulator that we have decided to use as a base to implement the e-scooter
model. It is built using ROS to handle the different parts of the system such as the sim-
ulation and the visualization and is built on top of the ROS package pedsim_ ros [2], a
famous package used to represent the interaction between pedestrians in a crowd using
the Social Force Model. The base version can provide different kinds of scenarios with
pedestrians interacting with an autonomous car. Among the behaviours this simulator
can handle we have the group formation and the stopping behaviour when facing the car
in order not to crash with it.

Our implementation is based on this simulator, which was also one of the objectives. We
have tried to keep the structure of the simulator unaltered and attempted to integrate
our model seamlessly within the simulator. We have modified a few packages in order to
include the new formulation of the forces, including the added lane force, as well as the
new scenarios we have designed to represent other situations rather than only an urban
setting. Lastly, we have implemented a dynamic display of e-scooters that can handle an
arbitrary number of e-scooters at runtime displaying all of them without any additional
work from the final user when designing a new scenario to test.
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1.4.4 Chapter 5 - Evaluation

The evaluation section is where we will critically evaluate and test the model we have
designed and implemented. We will present the results of this experimentation and discuss
them to understand the criticality and the strengths of this work.

When dealing with a model that uses the SFM one important part is to calibrate all
the parameters. This is fundamental to obtain a model that can simulate correctly
the behaviour of an agent based on the scenario we want to test and the individual
behaviour of the agent we are considering. To do this, we have decided to use a calibration
algorithm that uses a genetic algorithm to obtain the calibrated parameters based on
an optimization function that will make a comparison between the real data and the
simulated one. The biggest problem we have encountered in this phase is that since there
is a lack of datasets including data on e-scooters that could be useful for this project,
the goal was to create our own dataset designing the scenarios ourselves. This is also a
goal of the global project ANNAPOLIS, but unfortunately, the engineers responsible for
the data collection did not manage to collect the data on time for us to use them and
so we did not have real data to use in our calibration process as well in the tests. This
meant that we had to rely on previously calibrated models that we used as a reference
for most of the parameters, while for those that were scenario/agent specific, we went for
a trial-and-error procedure.

After calibrating the parameters and validating them, the first test we conducted was
completely done in simulation, and we did a crash analysis. For the two scenarios that
we implemented, we tested different cases and analysed the crashes that occurred to
understand first if they were realistic or not and then the cause that could have provoked
them.

Ultimately, we also designed a test scenario that was more complex than the other one
we used in the calibration and the crash analysis, to test the model in a more complex
context, but, as stated before, since we did not have real data to compare with, we could
not test it and we just designed it.

1.4.5 Chapter 6 - Conclusion

In conclusion the work developed in this thesis managed to achieve all the goals that
were established at the beginning. A behavioural model for an electric scooter has been
developed and implemented within the existing simulator SPACiSS. The provided model
has proved capable of emulating the normal behaviours of an e-scooter rider, as well as
those of an irresponsible one while respecting the physical constraints imposed by the
vehicle itself.

Despite the challenge provided by the lack of a dataset to calibrate the parameters, we
still have managed to have a good model that behaves accordingly in all the different
scenarios we have tested. On the other hand, the lack of data is also a big limitation
since no accurate calibration has been conducted as well as more complex tests to verify
the validity of the model to simulate even more difficult situations. The future work could
be focused on firstly validating the model to then shift the focus to adapt the proposed
Social Force Model also to other PMVs to enrich even more the SPACiSS simulator.
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Chapter 2

State-of-the-art

In this chapter, we will analyze all the components that are required to understand the
context of the thesis, to achieve the objectives. We will start from the actual state-of-
the-art in the simulators field, and then focus on the different types of ways to implement
the behavioural model of vehicles in a simulator, ending this chapter talking about the
specific simulator we worked on and an overview of work related to e-scooter specifically.

2.1 Simulators

There are a lot of different simulators that are already existing but if we focus on those
whose objective is testing autonomous vehicles the current state-of-the-art gives us a pair
composed by CARLA and LGSVL [17], [35], [28].

2.1.1 SUMO

Simulation of Urban MObility (SUMO) [26] is one of the oldest simulators to test general
traffic flow that is still updated and working. It is open-source software that allows the
modelling of inter-modal traffic systems including road vehicles, public transport, and
pedestrians. Due to this nature, it means that not only car movements are modelled but
also trains and buses with the atomic element being the person. Thus, a person may take
his car and go to the closest train station to take the train. Walking is not simulated but
is modelled by estimating the time it takes to reach the destination.

Like the other simulators that we are going to present later, this also handles microscopic
traffic flow simulation, which is one of our interests in this work. Figure 2.1 depicts the
environment of SUMO simulator.

The Sumo network consists of nodes and a series of unidirectional edges representing
the street, sidewalks and bike lanes. Pedestrians can walk and also ride vehicles and by
performing these actions they will interact with other vehicles or pedestrians creating
situations where they might impede the movement of the other agents.

Due to its limitations, it can be coupled with other simulators to extend its capabilities
and provide a broader range of possibilities to the final user.
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Figure 2.1: Images from SUMO simulator [26]

2.1.2 CARLA

Car Learning to Act (CARLA) [17] is an open-source simulator for autonomous driving
research. It is built on top of Unreal Engine 4 (UE4) [18]. It simulates the world, as shown
in 2.2, and provides a simple interface to interact with it in the form of server-client. The
server is the one in charge of rendering the scenes, the simulation and the physics behind
every vehicle. On the other side, the client sends commands to interact with the vehicle
and the server itself (e.g. accelerating, turning, resetting the simulation).

The environment that it simulates is composed of static objects and dynamic objects.
Among the other objects that are not directly controlled by the user, we can have mul-
tiple types of cars, pedestrians and other vehicles in the background that can detect and
avoid each other, while following road rules, such as traffic lights, intersections etc.

The goals that it aims to accomplish are to guarantee an environment capable of support-
ing training, evaluation and prototyping of autonomous driving algorithms and solutions
that include both perception and control of the vehicle. Based on this, CARLA prefix to
give its users a platform to test so, which is composed of a multitude of different scenarios
and weather conditions.

Due to its open-source nature, the users keep updating it and extending its functionalities
and as of today, its database comprises multiple models of cars, motorcycles and a few
bikes, while for what concerns the main topic of this thesis, the simulator still lacks the
presence of vehicles such as e-scooters.

Figure 2.2: Images from CARLA simulator [27]
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2.1.3 LGSVL

LGSVL [35] is a high-fidelity open-source simulator for autonomous driving. It is built
using the Unity game engine [39] which handles the simulation. It is built such that
there is a bridge that connects the autonomous driving (AD) stack and the simulation
core. It supports the main open-source autonomous driving stack and their messages to
communicate over the bridge.

The communication interface changes depending on the stack the user decides to use, in
case it implements a custom runtime framework the user will also have to create a custom
bridge interface.

The simulation engine’s main job, on the other hand, is to take advantage of the powerful
game engine that it uses to simulate the environment, the sensors and the vehicle’s
dynamics and controls. For what concerns the environment, the core can handle different
weather conditions and also different times of the day. On top of that, the road has
also an impactful meaning on the ego vehicle, which is the one the user is testing, which
translates into it being able to follow traffic rules, such as traffic lights, lanes and stop
signs; pedestrians also can follow annotated roads. The LGSVL simulation environment
can be seen in Figure 2.3

Among its main applications we can find Software In the Loop (SIL) and Hardware In
the Loop (HIL) testing of the AD stack, generation of synthetic data to train neural
networks, and testing vehicle to everything communication (V2X).

Differently from CARLA, this project has been discontinued and their website is no longer
accessible, despite the code still being available and downloadable.

Figure 2.3: Images from LGSVL simulator [35]

2.1.4 SPACiSS

Simulator for Pedestrians and an Autonomous Car in Shared Spaces (SPACiSS) [33] [32]
is an open-source simulator to test the interaction of pedestrians and an autonomous
vehicle in shared spaces.

It is built on top of pedsim_ros [2] which is a package useful in robot navigation ex-
periments with crowded scenes which are hard to acquire in practice. The autonomous
vehicle (AV) movements in the simulation can be controlled with ROS [3] commands from
an external algorithm, and simulated pedestrians dynamically react to the AV.
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The objectives of this simulator and the reasons it has been built are strictly related and
are based mainly on the need to have a simulator that integrates advanced pedestrians’
behaviour and robotic functionalities for the AV’s behaviour. Having these as principal
goals what has been achieved is an agent-based model where each pedestrian is repre-
sented as an individual agent with its behaviour. There is also the possibility to have a
group of pedestrians, all with the same goal and who move together as a whole. Each
one of them is also represented as an agent but we also have a more general definition as
a set of heterogeneous agents, as shown in Figure 2.4.

The model implemented in the simulator is based on a force model, in particular, called
Social Force Model (SFM) [22] and that we are going to see in more detail in Section
2.2.3.

Among the drawbacks of this implementation, we have the lack of variety in the agents
that surround the AV, that here is limited to pedestrians only, and also the low diversity
of scenarios, which in this case are only represented as empty spaces without any presence
of road or other road elements.

Figure 2.4: Images from SPACiSS simulator [33]

2.2 Behavioural models

To represent agents and model their behaviour inside simulators there are multiple ap-
proaches, where each one has its advantages and disadvantages. Among those we can
identify three categories that are of particular relevance to the presented work: Cellular
Automata [11], Neural Networks [20] and Social Force Model [22].

2.2.1 Cellular Automata

The idea of Cellular Automata (CA) was formalized by John von Neumann in the 1940s
[14]. What he first designed had the concept of a grid composed of elements called cells.
Each one of those has a value or a state and interfaces with the four cells surrounding it.
The assembly of these 5 elements has been called von Neumann neighbourhood, as he was
the first to use this example. The state of the cells changes at discrete time steps, and the
new one is computed based on the old state and a set of predefined rules, which is why
CA is in the category of rule-based algorithms. The CA with pedestrians is illustrated
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in Figure 2.5. In his first description, each cell had 29 states to choose from.

Figure 2.5: Grid describing a CA with pedestrians moving in it [16].

In the years this model has been refined and applied to a multitude of different cases,
including also pedestrian and vehicle movements.
If we were to compare the first model to the new ones, we would notice that most of them
have a lot in common in the basis since they all use a grid model where the person is
placed and it can move in all the cells surrounding it according to rules. Where it comes
the difference is in the refinement of the cells and the rules that dictate the movement of
the agent. In [11], the size of the cell is 40240cm? and each pedestrian occupies a whole
cell. The speed in case of non-interaction with other agents is of one cell per time step.
The pedestrian has 9 options every time it decides to move, which are to stay in its cell
or to move in one of the 8 that are surrounding it with a certain probability which is
dependent on multiple factors including also the domain of application.
Other examples include a more refined cellular size, to have more accuracy and model in
a more "continuous" way the movement of the agents. In [36], they use cells of 5z5cm?,
and then map the body of the pedestrian to multiple cells, allowing also different types
of persons and ages to occupy more or fewer cells. This refinement allows for smoother
transition and a higher accuracy.
This model provides many advantages including the low computational complexity com-
pared to other models and a higher speed. On the other side, this is all valid if we can
deal with a discrete model, and if we keep the cells size big enough not to affect the space
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complexity. For what concerns models that use CA for e-scooters the literature as it is
now is still lacking, while the very few models we could find focus on using the social
force model.

2.2.2 Neural Networks

The use of neural networks in the last years has increased exponentially and as a con-
sequence their application to various fields. In [42], we can see one use case, to predict
trajectories of pedestrians in crowd interaction. Another is to predict the motion of
pedestrians at urban intersections [20]. In this context, we can divide the use of neural
networks based on the architecture they use. Among those using deep neural networks,
we have two clear examples that are Behavior Convolution Neural Networks (BCNN) [44]
and Social Long-Short Term Memory (SLSTM) [7]. The first one is based on the walking
paths of the pedestrians in the previous frames, which are then encoded into a displaced
volume and fed to the Behavior CNN which predicts future displacements. The main
problem with this approach is that, alone it is not sufficient to fully represent the interac-
tions that happen at each moment between different people, and how the trajectory and
the velocity of a pedestrian can influence those of another. To account for this problem,
one possibility could be using an LSTM as the one presented in [7].

In the model they propose, their main objective is to use an LSTM to predict the trajec-
tory of each agent but to solve the problem we had with BCNN;, they also want to consider
the neighbors’ trajectory to refine the prediction. To do so, their idea is to exploit the
hidden layers of the LSTM and use them as additional information when computing the
new trajectory.

2.2.3 Social Force Model (SFM)

The last model we are going to analyze is the Social Force Model (SFM). Created in
1995 [22], the main objective was to introduce a formulation based on a continuous
model that could describe the motion of pedestrians. The fundamental idea is that when
walking, or in general moving, in a social environment we act as if we were subject
to imaginary forces. The original formulation presented 4 main forces: a driving force
towards the goal, a repulsive force given by the other pedestrians and obstacles, and
finally a term modelling attractive terms, as displayed in Figure 2.6

This model has been so successful that throughout the years it has been continuously
updated, finding new ways to design the forces leading to a more realistic behaviour.
To give a more comprehensive view we will now go through some of the most impactful
changes that have been made [12]. First of all, the different types of shapes that a
pedestrian can be modelled with. In [38] [24], they designed the personal space of a
person as an ellipse rather than a circle, with the idea that usually we tend to keep a
greater distance in the direction of motion rather than on the other sides.

Another important aspect is group formation, which has been presented by Moussaid et
al. in [29]. Here they model a new term that can capture the forces that keep the group
together such as wanting to keep eye contact with the other group members and not going
too far from its center.
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Figure 2.6: Elements composing the total social force for an agent [8].

For what concerns the movement itself, the first model could well handle the avoiding
behaviour, and in the future model, the focus has shifted towards also adding other
aspects such as overtaking [45] and self-stopping [30].

One last aspect to consider regarding the SFM is that it has a large number of parameters
that represent different parts of the model and which need a very precise calibration to
achieve the most realistic behaviour applied to the context of use.

Shifting now the focus to the application of the Social Force Model to e-scooters we can
find two main contributions by Liu et al. [25] and Jafari et al. [23] that we are going to
see in more details in the next section.

2.3 Behavioural models for e-scooters

Until now, we have seen the general ideas behind different behavioural models that are
widely used in the literature. In this section, we are going to put the accent on these
models applied directly to an e-scooter.

All the studies on this matter use an SFM to simulate the e-scooter interaction with
other agents, while as of now no models have been proposed using the other techniques
presented in the previous section. Among those, we can make two distinctions: those who
use solely the forces and those who use also a decision process such as a state machine

17



State-of-the-art

on top of the force computation.

A clear example of the second category is given by He et al. [21], where the authors
propose a simulation framework where they introduce an e-scooter mode to test mainly
two scenarios: a lane change and crossing an intersection. To achieve the desired be-
haviour, they introduced a basic state transition model that comes into action whenever
the scooter approaches a position to take such a decision. On the other hand, the social
force model is used to regulate the lateral and longitudinal dynamics of the vehicle.
Under the category of the models using only the SFM, fall the majority of the ones pro-
duced. Here we also have different approaches to the problem, but we can distinguish
two main contributions.

In [25], Liu et al. focus on the formulation of forces taking into account not only the
effects of the other agents but also the geometry and kinematics of the e-scooter, defining
a model capable of handling the non-holonomicity of the vehicle. This work is important
because is the first one to design a specific formulation tailored to e-scooters and is called
Scooter SEFM (SSFM). Here they propose a different elliptical personal space geometry
rather than the classic circular one. Furthermore, they account for the velocity difference
that is present when dealing with different agents such as e-scooters and pedestrians.
Lastly, they applied the kinematic bicycle model to the e-scooter in order to deal with
the non-holonomic property. This model has shown good performances on the metrics
analyzed. Despite this, a few limitations arose. The study focused only on the vehicle-
pedestrian interaction and did not take into account different riding behaviours.
Following this work, another milestone was published by Jafari et al. [23]. This is an
updated version of the previously discussed model trying to tackle the limitations of the
previous one. In this work, they updated even more the personal space of the agents
by introducing a velocity-dependent interacting space. It increases (or decreases) in size
depending on the agent’s speed. This led to a new formulation of the distance vector be-
tween the agents which in this new improved version is computed as the distance between
the two closest points on the ellipse representing the interaction space. This is also the
main drawback, since to compute the points it requires a minimization problem for each
set of agents at each time step, which is very computationally expensive. The second
contribution is regarding the calibration process. As mentioned, the calibration in the
SFM is an important step and when having multiple agents of different kinds the runs
required to calibrate all the parameters increase exponentially. This way they propose
a weighted formulation using as weights a scale of importance depending on the agent
type. The performances of this updated model have passed those of the SSFM on almost
all the scenarios. The limitations of this work are the lack of different riding behaviours,
the fact that is not designed to handle the interaction in a shared space with a car and
finally also the high computational complexity that is required by this model.

On the other hand, there are models where, albeit not considering such aspects, they still
obtain good results in testing, focusing on the exact calibration of the parameters of the
model, in the scenarios they are studying [40].
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2.4 Chosen approach

In the previous sections, we have presented some of the methods available to design e-
scooters and represent them inside a simulator.

For what concerns the different platforms, all of them provide advantages and disadvan-
tages, but the real need for a novel simulator that has been then designed and implemented
by Prédhumeau et al. [33], is born mainly because all of the others lack when dealing
about shared spaces and the interactions between AVs and pedestrians in such spaces.
For what concern this work, then the decision has been to continue the expansion of this
simulator by adding the model of the e-scooter.

Regarding, the model used to implement the behaviour of such a vehicle, the final de-
cision has been to use the SFM for two main reasons, the fact that using the SPACiSS
simulator could give continuity given that the agents in this simulator move based on the
force model and also being widely recognized as one of the main method when it comes
to simulating behaviour of agents.
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Chapter 3

System modelling: E-scooter,
road lanes, sidewalks and social
force formulation

In this chapter, we are going to present the mathematical formulation behind the work
that has been done.

Firstly, we will see the e-scooter model that has been implemented, including the physical
constraints and all the forces involved in its formulation.

Then in the second section, we will briefly discuss about the forces necessary to keep the
agents in their respective lanes or within the boundaries of the sidewalk.

3.1 E-scooter model

In Section 2.3, we have seen the models available to represent an e-scooter. The models
presented there, have very nice performances but have some limitations especially if we
want to apply them to the goals fixed. That is the reason why, we have used them as
inspiration to provide an even more tailored version of the e-scooter model that could
accomplish all the objectives while defining a forward step in the field.

The main contributions that we will discuss in this section focus firstly on a revised
version of the interaction space. It will become dynamic based not only on the agent
velocity but also on the perceived density (Subsection 3.1.2). The second contribution is
about the physical model applied to the e-scooter. We wanted to have a more complex
and complete model that could account also for some of the other forces acting on the
vehicle rather than the social force alone (Subsection 3.1.4). Last but not least, the design
of two new forces representing the road lanes and the sidewalk will be discussed in section

In this section we will see this, talking about all the main force components that form
the final formulation we propose.
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Figure 3.1: On the left is the definition of the SFM with all the forces involved acting
on the agent i. On the right, the representation of the encounter angle is based on the
relative velocity between the two agents.

3.1.1 SFM

As discussed in Chapter 2, the SFM is a useful technique when there is a need to represent
continuously the behaviour of some agent.
The formulation utilised in this work is the following:
. 0t - . . .
Fi,eff =my - E = fi,des + Z f’ij,soc + Z fiw,bnd + 61 (31)
jGNi ’U)GBZ'

Where 6877; is the acceleration of the agent ¢ with mass m; and is equal to a summation

of a term EZ which is responsible to deal with the fluctuations due to the randomness,
plus 3 different forces: an attractive force f; 4., called desire force, which is the one that

pushes the agent towards its goal; a repulsive force fij7soc, called social force, which is
the one exerted by the neighbours of the agent i on itself; and finally another repulsive
force fiw,bnd? also called boundary force, that is the force acting on the agent ¢ from the
boundaries around it. IV; is the set of neighbours of the agent ¢ and B; is the set of
boundaries perceived by the agent .

The desired force, as mentioned before, is an attractive force and its formulation is the
following

Vi,des — Vi,act

T

(3.2)

fi,des =my -

The formula is quite simple and compares the actual velocity of the ¢ —thagent ¥; 4. with
the desired one ¥; g4es, which means the velocity it would like to keep in the case where
it has no obstacles or other agents acting on it. Then we have a parameter, 7, which
is the relaxation time and indicates the rate at which the agent would like to reach the
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desired velocity. This is the parameter responsible for the aggressiveness of the agent in
the simulation. While m; is the mass of the agent «.

The boundary force, on the other hand, is a summation of all the forces that are acting
on the agent from the boundary

oxpf - Ll
= €

fiw,bnd = o « —Ew (33)

The use of an exponential in the formula is not random, but it is done to ensure that
when the agent is getting closer to the obstacle the force increases, and the same happens
if €, the parameters capturing the obstacle force range, has a higher importance which
means that the force weight in the exponential is higher. o is also another parameter
used to scale the force magnitude accordingly while, €;,, is the unit vector of Eiw, and the
minus in front is to ensure that the force is repulsive.

Finally, we have the social force itself

fij,soc = ’Y(ﬁbij) : gij(Fij) (3.4)
It is composed of only two factors: (o) is the description of the anisotropic behaviour of
the agent, which refers to the ability of an agent to act differently in different directions.
¢ is the encounter angle which is the angle formed between the distance vector gij and
the relative velocity vector @;; (Figure 3.1). g;; is responsible for the concept of personal
space of an agent with respect to the position of its neighbours. It is a function of 7,
which is the newly defined distance vector, that represent the distance between the centre
of the agent j, and the agent 4, as in (3.13).

1+ cos ¢;,;
7(¢ij) =\ + (1 — /\i) . % (3.5)
oy —51}
cos pij = Tk (3.6)
HUUH ‘dij

In the first formula, A is the parameter responsible for determining the isotropicity of the
agent. Its value is bounded 0 < A < 1, where 0 means a complete anisotropic behaviour
and 1 completely isotropic.

- Nij ”FZ]H + |7y — ?/}‘j .
Gij(Tij) = o - exp{—z'j} . 5 ‘ — - Eij (3.7)
i 1)

yij = (U; — ;) - AT (3.8)

1 2. Feo _ i
élj = — CZ] _:LJ Zil.] (3'9)

2 HTZJH ‘ Tij — Yij

1 . R TS e

ny = 5 -\ IFll + |7 — 552 = |7y (3.10)
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Looking at the way g;; is defined, we can see the appearance of various parameters
responsible for different aspects as we saw in precedence when talking about the boundary
force. In particular, AT is a discrete-time step; k is the force range constant; and « is
responsible for the force magnitude.

In the following Subsection 3.1.2, we will present the geometry of the model where we
will explain how the vector 7;; is computed and what it represents.

3.1.2 Geometry of the interaction between the agents

(ﬁcurr”ai* ATai) * (1 — p)

v

p)

= ATbi) & (1

curr||b;

Figure 3.2: Representation of the two personal spaces of the agent. In yellow is the static
personal space, while in blue is the dynamic interaction space. Is represented only in the
case where p < 1. The other case is just the personal space(without the blue one).

The personal space of the agents until some years ago, has been always represented as
a circle. Since then, many studies have been made on this topic and we now tend to think
that the actual personal space of an agent is more of the shape of an ellipse [38]. In the
model we have implemented we use this concept and we also make a distinction between
the personal space and the interaction space. The latter is intended as a dynamic space
that changes according to the density of the agents in the neighbourhood and the agent’s
speed and is the blue-coloured ellipse in Figure 3.2. On the other hand, the personal
space is thought of, as a fixed element that varies from agent to agent but is constant in
time, and usually, the agents never want to let others enter this space, because it would
cause discomfort, and is the yellow, smaller space in Figure 3.2.
For what concerns the interaction space, as previously discussed, is dynamic so its value
is dependent on the perceived density and its current velocity. The density value is
based on the agent perception capabilities, and the area it can see is defined as follows:
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A = OQS'T%T?, where «; is the vision angle of the agent, in degrees. At the same time, r;
is its vision distance in meters. From here it derives that the density is p = Aﬂy where N
is the number of neighbours of the agent.

We can so now define the updated values for the two axes which are:

aqg — a; + (’ ﬁcurT’Hai : ATC"l) : (1 - p) ’ 1f p S 1 (311)
a; , otherwise

bg = bi + (‘ 6CUTT||bi : ATbi) “(1=p) ifp <l (3.12)
b; , otherwise

The distinction between the two cases is necessary because in the case of a density greater
than one, which implies that there is not sufficient space to navigate while keeping a gap
from the others, the interaction space is null and the agent moves only trying to protect
its personal space.

After defining the two spaces that each agent has, we can now focus on the distance

Figure 3.3: Graphical representation of the vector 7;

vector that rules the social interaction. This vector 7;; is the bisector of the two vectors
F}j and 7_"12]- that connect the centre of the agent j to the foci of the larger ellipse of the
agent ¢ as displayed in Figure 3.3. The Mathematical definition of this vector is the one
defined in (3.13).

=1 =2 —, _
B ‘ || + {17 7 it
- 5 . o+ . (3.13)
2 . ‘ /rl'j 2 M ‘ T’L'j
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3.1.3 Velocity dependency

In the standard models, the distance between two agents is computed based on their
current position, without taking into account their respective velocities. This can be
somehow accurate in the case of two agents that are moving with a similar velocity, but
when the gap between the two increases is no longer negligible. This happens because
when two agents move at two different speeds the moment when we compute the distance,
does not fully capture their relative position. Considering that in the simulator we are
building we have different agents with different speeds, this is something that needs a
deeper understanding.

As Jafari et al. presented in [23], a way to consider this is by projecting the original

s}

o 5

(L )3
Gl

: e
I = ]

(% — %)  Modified position Actual position

Figure 3.4: The projected vectors after applying the transformation to capture the dif-
ference in speed between the agents as presented in [25].

;; and F?j), into the tangent and normal directions of the moving
direction, ¥; — ¥}, as in Figure 3.4.

A scaling function h(-) is applied to the direction of the relative velocity vector, while
the normal one is left unaltered. As for the scaling function, it has to satisfy a set of
conditions:

position vectors (7}

h(0) =1,h(c0) =0,0 < h(z) < 1,Vz >0 (3.14)

Typically, for this function, an exponential function to regulate the position vector is
used, and the one we adopted is:

h(z) = exp{_l‘jﬂ} (3.15)
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4 is the velocity dependency parameter and needs calibration to get a proper value. Given
this, the two velocity-dependent vectors that we are going to use to compute 7; in (3.13)
are:

— — —k — —
|7 — ol | 75 - (W = )
&

wk __
g

Lk (U —v)
||'l7 B UHQ .(Ui_vj)+rij_ﬁ.(vi_vj)ﬂ k= 172 (316)
? J

3.1.4 Kinematics and dynamics

The classic application of the SFM is to model pedestrian interaction, so after computing
the total social force, F ieff for an agent, its integration gives us the velocity and the
position of the agent at a determined moment.
When it comes to applying this, to a vehicle such as an e-scooter, we have to take into
account the fact that it cannot translate sideways and its movements are limited by
other physical forces that act on it. To get a realistic behaviour, not only concerning
the rider’s intention but also the e-scooter physical limitation we have to consider its
non-holonomicity.

To do so, we will briefly introduce the kinematic bicycle model by Rajamani et al. [34].
This is the simplest way to represent a more complex vehicle such as a car, while still
being accurate enough at low speeds.

The assumptions made in the formulation of this model are that the two wheels of both

Ya

X
Figure 3.5: The kinematic bicycle model as represented by Rajamani et al. [34]

axles are collapsed into a single one (from here bicycle model) as presented in Figure
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3.5, which implies that the two steering angles for the wheels on the same axle are the
same; the sideslip angle is 0, thus the velocity vectors of the front and rear wheels are
in the same direction as the corresponding wheels; the only inputs to the system are the
steering angles (0 and d,) and the net velocity V. The formulas regulating this model
are the following:

X(t)=V -cos(B+ ) (3.17)
Y (t) =V -sin (8 +¢) (3.18)
o) = LB an(s;) — tan(s,)) (3.19)
N / " '
.y (g -tan(0,) + I, - tan(dy)
B =tan"! ( TEA > (3.20)

As mentioned before, this model is accurate enough, when considering low speeds or when
we want to abstract to a higher level not considering the forces and torques that are acting
on the vehicle, but when we are not in this situation we have to define a dynamic model.
If we consider a 2 Degrees of Freedom (DoF) model, represented by its lateral position y
and its yaw angle 1. The lateral position is measured along the lateral axis of the vehicle
that connects to the centre of rotation O. The vehicle yaw angle is the angle formed with
the global X axis. V, is the vehicle’s longitudinal speed.

The lateral dynamics model that we will use is the one represented in Figure 3.6. This

Y

X
Figure 3.6: The dynamic bicycle model as represented by Rajamani et al. [34]

formulation can be described in terms of the vehicle sideslip angle 3, defined as the angle
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between the longitudinal axis of the vehicle and the orientation of the vehicle velocity
vector, and r is the yaw rate of the vehicle body. The lateral dynamics of the vehicle are
controlled by the front wheel steering angle §. In the formula below, r represents the yaw
rate and is equal to v (r= z/;), while I, is the yaw moment of inertia.

dﬂ__T_’_Caf.(5_B_lf-r)+lr-0ar.(_ﬂ+lr-r>+g-sin¢ (3.21)

dt m Vg Ve m- Vg V. V.
dr  ly-Cay lf-r> Iy Cor ( lr-r>
i . (5 B 7 T B+ i (3.22)

The two models above are used when dealing with the lateral dynamics of the vehicle
but when it comes to the longitudinal motion the main equation is regulated by the
longitudinal forces acting on the vehicle [34] and are their point of application to the
vehicle is presented in Figure 3.7. Those forces include the aerodynamic force Fyepo, the
force due to the rolling resistance of the tyres R, the longitudinal tyre force F, and the
force due to the gravity Fy,.

Faero

Figure 3.7: The longitudinal force model as represented by Rajamani et al. [34]

m& = Fyp+ Fpr — Faero — Ryf — Ryr —m - g - sinf (3.23)

What we have presented until now was a necessary preamble to correctly understand the
model we have decided to choose when thinking about the e-scooter.
In our case, the only input that we have is the resultant force that we compute in (3.1)
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~Fiesr

Figure 3.8: Longitudinal force model de- Figure 3.9: Dynamic force model de-
fined after the assumptions made fined after the assumptions made

and from this we have to derive all the other values.

For what concerns the longitudinal motion of the vehicle due to the nature of this
work we have decided to neglect all the aerodynamic forces and rolling resistance forces,
which translate to the only forces acting on the vehicle to make it move are the social
force Fz‘,e ¢ and the one due to gravity, as presented in Figure 3.8. We have made these
assumptions since the main goal is to have a realistic behavioural model of an e-scooter
rider, but despite being true that having a complex physical model could enhance the
simulator, the idea is that it was not the first objective at this stage, and it can always
be refined in the future. So the simplified longitudinal dynamics are:

m-&=Fjcpf —m-g-sinf (3.24)

From (3.24) we can derive through integration the longitudinal speed: V, = [ .

Looking now at the lateral dynamics, since the effective force is not acting on the CoM
it means that it generates a rotational torque, which is what makes the vehicle turn. As
discussed before for the longitudinal dynamics, in this case as well we have made some
simplifications to the model and we neglect all the other forces acting on the vehicle and
consider the only force acting as the social force. Hence we can rewrite (3.22) as follows:

Iz'%:%’i,eff:r} Xﬁi7eff (3.25)

The vector r; represents the rotational arm, the vector that connects the CoM to the
point of application of the social force. This point is the one we can see in Figure 3.9 and
represents the point of intersection between the two ellipses representing the interactive
space. Thus, we now have a way to derive the yaw rate and so to compute the orientation
of the vehicle . The last value that we need to compute is the lateral speed, which
following the assumptions we made of a negligible sideslip angle gives us the following set

of equations. .
= Tp X Fieps

I

Vy =V -siney (3.27)

The system composed by (3.24), (3.26) and (3.27) describes the equations that handle
the physical model of the e-scooter.

(3.26)
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3.2 Road lanes and sidewalk model

In this section, we explore how we have formulated the forces representing the road lanes
and the sidewalk. There have been a few attempts to define forces acting to represent
road elements such as the zebra crossing in [46], but we have not found extensive work
done in the direction of road lanes and sidewalks in multiple configurations, that is what
we will analyze here.

7

()

/‘

() (d)

Figure 3.10: Examples of different road lanes and sidewalk configurations. a Single road
lane, with a two-lane sidewalk, b Two-lane road, with a single-lane sidewalk, ¢ Single road
lane with lateral space for PMVs, with a single-lane sidewalk, d Two-lane road, with a
two-way sidewalk.

3.2.1 Sidewalk

The sidewalks around the cities are of different kinds as we can see in Figure 3.10. Since
the nature of this thesis is to explore the interactions between different agents in shared
spaces we have decided to focus our work on the ones that are at least shared between
faster vehicles, such as bicycles and e-scooters, and pedestrians going in the same direc-
tion. To correctly design a force capable of representing such elements, firstly is important
to think about what is a sidewalk for its users. If we think about the sides of a sidewalk,
they can be seen as a wall that typically users do not want to pass. However, a big
difference is that, to avoid a collision with other users or to pass slower users when they
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occupy the whole space on the sidewalk is possible to go outside the borders to then come
back. This is valid for all types of sidewalks and must be taken into account. As for those
with two lanes going in two different directions, they usually have a midline that agents
do not want to pass as well, but they tend to pass it with more easiness than the outer
lanes if necessary.

Given the nature of the lane delimiter that can be associated with that of a wall, we have
decided to use as the main formula the same presented in the Subsection 3.1.1 for the
boundary force.

’ di,el .
Fext = Beat  €xpy ——— ¢+ €iel (328)
€ext
it
Fria = Bmid * €EXpy = ¢ *€iml (329)
€mid

What differentiates the two is that in this case, the weight will be different depending
on which lane is representing and will assume a value such that, if there is the need the
agents can go past the lane to then come back. To represent this, firstly each agent needs
to know in which direction is going, to associate the external lanes to itself, which can be
checked by performing a simple operation such as atan2(Vj, V;). Then each lane emits a
force which in case of the absence of external forces makes the agents stay in the middle
of the lane. This can be summarized by the following definition:

{ fgxt , if agent. a; in lane (3.30)

—fewt , otherwise

As we can see, when the agent goes outside the lane boundary, the force becomes attrac-
tive to bring back the agent.

3.2.2 Road Lane

Concerning the road lanes, the situation is less complex given how the simulator is built.
On the car are not acting any other forces but the desired force to make it reach the goal
and the boundary force to make it avoid hitting the walls, which means all it does is go
straight to the goal. The outcome of this is that the car is not going to perform overtaking
manoeuvres so the force that pulls back the car when going outside the boundaries of the
lane and its logic are not necessary here. So to model this element we have used the same
equation as in 3.3 and there is no difference between the external lane delimiter and the
midline.

3.3 Final Formulation

After defining these new forces we can update the social force definition we presented
before in (3.1), by adding the terms modelling the road lanes and the sidewalk. Therefore,
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the force acting on an agent ¢ at each moment can be presented as:
- v,

Fi,eff =my - aitl = fi,des + Z fz'j,soc + Z fiw,bnd + Z fil,emt + fi,mid +&; (331)
JEN; wEB; leFk;
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Chapter 4

Implementation

This chapter will focus on how to translate the theoretical foundation we proposed in the
previous chapter into a practical implementation. We will discover the tools used in the
build of the simulator and the complete structure of the project, to then focus on the
most interesting parts.

4.1 Tools

In the construction of this project, we have used different kinds of tools and software. In
this section, we introduce those elements and try to understand their role in the project.

4.1.1 ROS

Robot Operating System (ROS), is an open-source robotic middleware suite [41] [3]. Here
we will focus on explaining how ROS 1 Noetic works, since is the version used in the de-
velopment of this project. ROS is not an operating system but a set of software, conceived
for robot software development. Despite this, it still provides hardware abstractions, low-
level control commands, message passing between processes and package management.
When you run a set of ROS-based processes they will be represented in a graph structure,
where each process will be executed in a node, which may receive or publish sensor data,
control, actuator and other messages. This graph structure can be seen in Figure 4.1.
ROS is not a real-time operating system, however, it is possible to integrate it with real-
time code. When looking at the ROS ecosystem the software it contains can be divided
into: ROS client libraries and packages containing application-related code which utilize
the ROS client libraries.

What is fundamental to understand about this powerful middleware is its structure and
its philosophy.
The processes are represented as nodes which are connected to each other by edges that
are defined as topics. Each node can send messages to the others, provide a service or
make service calls to other nodes and retrieve information from a common database called
the parameter server. All this is possible thanks to a node called Master node which serves
as the base node and registers all the others to itself while updating the parameter server.
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Master
node

register

Node
2

Node

Figure 4.1: ROS structure highlighting the graph structure where each node must register
to the master and can publish/subscribe to topics that represent the arcs.

The messages and service calls do not go through this node but it sets up peer-to-peer
communication between the nodes decentralizing the architecture. This representation is
well suited for a robot which is often represented as a union of different parts that may
communicate with off-board computers to handle heavy-duty computations.

We will now go a bit more in detail on the most important concepts that we have men-
tioned until now such as nodes, topics, services, etc.

Nodes A node is a process running in the ROS graph structure. It registers to the
master node with a name that must be unique within its namespace. Nodes with the
same name can exist in different namespaces. This is the most important structure
because most of the time the ROS client code a programmer writes is in the form of
nodes that will do action based on the messages that they receive or send, or based on
the services it asks or provides.
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Topics A topic, often named also bus, is a structure over which a node can send or
receive messages. It must have a unique name within its namespace as well. To send
messages to a topic a node must publish to said topic, while to receive it has to subscribe.
The publish/subscribe mechanism is anonymous because only the nodes that publish/-
subscribe know the identity of the sender/receiver.

Services A service represents an action that a node can take which will produce a single
result. This is suitable for those situations where we have a known start/end situation.
Nodes can provide a service or request one from one another.

ROS parameter server The ROS parameter server is a database shared between the
nodes, which contains static information. It usually contains parameters that do not
change at all or do not change quite often and which will not be accessed frequently. An
example could be a fixed URL to some file or the weight of the robot.

Packages Another important concept are the packages. These are the ways ROS rep-
resents the open-source implementation of algorithms or common robotics functionalities.
They can be either provided as part of the ROS distribution or can be built by users to
contain specific implementations.

rviz Among the multitude of tools that ROS provides, one of our interest is rviz.
This is a tool used to visualize robots, the environment they work in and their sensors in
a 3-dimensional space, as in Figure 4.2. It is a highly configurable tool, which in our case
has been used to represent the different scenarios and all the agents involved in them.
The different robots are defined by a URDF file which represents the robot model and is
interpreted and loaded by rviz. It is important to mention here another tool that makes
possible all the transformations between the different frames of the robot parts and that
of rviz which is a package called the TransForm system (tf) [19]. This package is
important in a system such as a robot, which in our case is represented by the e-scooters
and the car because each part of it has its own orientation and reference frame. To handle
all the transformations that are necessary between the different parts and to represent
the robot in rviz, using its base reference system, we would need to keep track of all this
information, while the tf package can handle all this for us, given that all the namespaces
are well set as well as the links in the model. It publishes the transformed coordinates in
the requested reference frame.

4.1.2 SPACIiSS

The next tool we are presenting is SPACiSS which is the platform we used as a base for
our work. It is an open-source simulator built by Prédhumeau et al. [33] to have software
to be used to test navigation algorithms for autonomous cars.

It is built using ROS as a middleware to handle the different areas involved in the simu-
lation and it uses pedsim_ros [2] as a base to handle the pedestrians in the simulation,
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Figure 4.2: Rviz empty scene. On the left what is the topics or models to display and on
the right the camera settings.

as shown in Figure 4.3. pedsim_ ros is a package that simulates a crowd of pedestrians
implemented using the SFM. It can simulate a large number of different situations like a
group of people moving together.
With SPACISS the goal was to enrich the different cases that pedsim alone could han-
dle, and in the final version, there have been a lot of new adds, as we have discussed in
Chapter 2.

There are two packages that are important to understand and discuss also for what
we have implemented in this work.

Pedsim__simulator This, is the package liable for producing the simulation results.
Its objective is to spawn all those nodes that are responsible for publishing the positions
of all the agents and objects that are on the scene at each time step, after computing the
updated data. Here happens all the process of perception, where each agent updates the
perceived neighbours and obstacles; the decision where based on the perception process,
the social force acting on each agent is computed; and finally the action part, where
thanks to values computed in the previous step the agents can update accordingly their
state. Finally, all these data are published on a series of topics that can be distinguished
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pedsim_simulator pedsim_visualizer >}
visualization messages

rosbag

Figure 4.3: ROS nodes executed during a simulation with SPACiSS.

by the simulation tag.

Pedsim_ visualizer Its goal is to subscribe to the simulation topics and to publish to
rviz the topics so that can be displayed. The process here is much simpler, and what
it does is just to get the positions provided by the simulation and put those in a form
readable from the visualization software, which means defining appropriate messages.

Experimental__package It is the container for all the defined scenarios from which
we can choose when running a simulation. Other than that it contains the URDF models
for the car, which in this case is a Renault Zoe, which is the car the laboratory possesses
and is used to run real-world experiments.

After defining briefly the most important parts of this simulator we can focus on the way
it works.

There have been defined scenarios that are simulateable, including the city centre. There
are two operative modes, one where the car that is shown is not controlled and the only
force acting on it is the desired and the obstacle one, which is useful to test how the
pedestrians react to an AV moving among them. The second mode is where you can
control the car movements either with an algorithm or with terminal inputs. This is
useful after having tested the pedestrian behaviour to use the simulator for what is built
which means testing navigation algorithms for AVs in shared spaces.

4.2 Implementation

In this section, we will finally focus on our implementation of the model we have pre-
sented in Chapter 3. Firstly we are going to see the updated global view of the simulator
to then delve into the parts that have been either modified or added.
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Figure 4.4: UML diagram of the package pedsim_simulator representing the dependen-
cies in SPACiSS.

4.2.1 General view

As we can see from Figure 4.5, the structure stays unaltered, with most of the modifica-
tions that happened inside every single package, which means no additional package has
been created. In the implementation of this model, one additional goal was to maintain,
as much as possible, the global structure of the simulator the same, so that it would result
in an addition to the existing version and not as something foreign to the simulator. This
has been accomplished by copying the structure of the definition that was previously
defined by existing classes or updating the definition of a previously created one rather
than creating a new one that could be hardly understandable afterwards.

4.2.2 Pedsim__simulator

As discussed before, this is the core package of the project and here there have been the
most changes. The base process has remained the same, so each agent goes through a
perceive, decide, act course of actions. The definition of the agents has been updated
to include a new type which is the e-scooter. This new type has a few characteristics
in common with both the previously defined agents because it necessitates additional
computations, due to its physical constraints, but at the same time, it can be assimilated
to a pedestrian because on a scale of vulnerability compared to a car, is closer to the
latter rather than the former.

The fundamental change has been the way the social force is computed for this new agent.
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Figure 4.5: UML diagram of the package pedsim_simulator, with modifications made
to this core package.

As we have seen in Chapter 3, there are different steps to be followed and all have been
widely discussed there. What is interesting to see is that the e-scooter can perceive if in
front has a group of pedestrians or a single one. In the first case, it does not go through
the middle of the group, even if there could be an opening wide enough to let the vehicle
pass without making contact with anyone, but rather goes around it on the side closer to
its current position.

Another aspect to mention is how the lane and sidewalk forces are computed. This
is important because, in the definition of these new classes, we tried to leave the final
user with the least possible verbosity possible, when defining a scenario. This has a flip
side, which means a slightly higher complexity when processing that information. When
defining a lane (or a sidewalk) the user can decide among a set of predefined values, which
represent if the road we want to represent is two lanes or only a single one and we specify
only its position. At the same time when spawning an agent, we just define its position
on the scene. This means that the e-scooter does not have the information of whether
it is on the road or not since the beginning. We will check this by comparing the angle
formed between its direction vector and the direction vector of the lane closer to it. This
way we can update the state of the agent by setting in which lane is going and if it is on
the road or not. This is important because when on the road the e-scooter will update
its vision parameters increasing the perceived angle, since while on the road the riders
are more focused also to what is happening behind them to avoid incidents.

Finally, the last topic to present from this package is how the kinematic constraints are

41



Implementation

placed in action. After computing the updated social force there is a module that uses
the information published by the simulation process, to compute the updated position
and orientation to then feed them to a transform that will convert them in a fixed frame
to be correctly visualized in rviz.

4.2.3 Pedsim_ visualizer

In this package, there have been only a few modifications necessary to handle the newly
defined road elements. The most important thing is that depending on the road element
defined this package is responsible for processing it and displaying correctly the road,
which means if there is a two-lane road it will display the discontinuous lane in the
middle of it or not.

4.2.4 Experimental__package

The last package we will analyze is where the scenarios are defined. Here we have defined
a new model that is necessary to display in rviz the e-scooter. We have used a Segway
Ninebot Max G30 as a reference to build the URDF model.

We have defined three new scenarios which we have used to conduct the test we will
present in Chapter 5.

The last important modification implemented is the addition of a dynamic launcher
for the e-scooters. This was necessary since, to spawn multiple vehicles that are the same,
as we have discussed in the previous section each one of them must have a different name.
To do so, there are two ways, either to create a predefined number of vehicles that are
spawnable and create each file manually, or give the possibility to the user to define a
custom scenario with an arbitrary number of e-scooters that will be handled automatically
by reading the launch file and assigning to each one of them a different namespace, which
is why in the Figure 4.6 we have a much more complex tf graph structure.
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Parameter Original Value | New Value
SPACIiSS
Wall Start position -

End position

Attraction zone

Position
Dimension

Attractive force

Destination Position -
Dimension -
Behaviour (simple, source, | -
sink)

Agents Number of agents -

Distribution around the
position

Type of agent (pedestrian
or AV)

Goal (work or pleasure)

Destination

Pedestrian, AV, or e-
scooter

Spawn Area

Position

Number of agents
Distribution around the
position

Goal (work or pleasure)

Destination

Road Element

Start position
End position
Type (Single road lane,
two-lane road, single-lane
sidewalk, two-lane side-

walk, single road lane with
legal PMV riding)

Table 4.1: Comparison between the available parameters in a scenario between SPACiSS

and our updated version. No changes are indicated as

non
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Chapter 5

Evaluation

This chapter covers the methodology used to conduct the experiment that we have decided
to do on the model we have implemented. Since the SFM is a model which is strongly
based on an accurate tuning of all the parameters involved in the formulas that we have
seen in the Chapter 3, firstly we will present the metrics used to do so. Then it will be
followed by the first experiments we conducted which are based solely on the simulation,
and is a crash analysis to verify that in the eventuality of a crash, it would be a realistic
situation and not something that in reality would be impossible. Finally, we will introduce
the validation process that is conducted on real data.

One of the objectives of the evaluation phase was to build a personal dataset to test
all that has been described until now, since in this field, at the moment, there is a gap
in datasets including e-scooters in different scenarios. Unfortunately, this could not be
possible, since the engineers who were responsible for the collection of the data in the
various scenarios we proposed, could not manage to produce the dataset in time for us to
conduct all the tests. Nonetheless, we still set up everything for the moment the dataset
is going to be available and in the next sections we are going to present you the metrics
that we want to use to perform the above-mentioned tests.

5.1 Calibration

The calibration process is a fundamental part of obtaining realistic behaviour of the im-
plemented SFM model. As we have explored, there are a lot of parameters to tune (as
can be seen in Table 5.1), and sometimes their value is also dependent on the scenario
we are considering and the behaviour we want to simulate.

In the literature there are different ways to address this problem, both in the algorithms
used for the optimization process and the definition of the function to be minimized.
Some of them use techniques inspired by natural evolution (Evolutionary algorithms)
like Yang et al. [43] who use a genetic algorithm to calibrate the parameters while Cui et
al. [13] use a differential evolutionary algorithm; then there are also more mathematical
approaches such as Bassoli et al. [9] who use a stochastic algorithm like a response surface
methodology and Dias et al. [15] who use a cross-entropy method.
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=
Figure 5.1: Scenario 1 representing a Figure 5.2: Scenario 2 representing a
city centre road and a sidewalk.

For our study, we decided to divide the calibration process into 3 parts, some of the
parameters are fixed and derived from real-world data (length of the car, length of the
scooter, vision distance etc.. [31] and are reported in Table 5.2, others are derived from
the scenario 1, shown in Figure 5.1, where we have just walls acting as obstacle for all
the agents on the scene and the last one from scenario 2, which is the one also including
the road and the sidewalk.

For what concerns the agents, for the pedestrian-pedestrian interaction, we have used
the parameters defined by Prédhumeau et al. [33], and so our focus shifted to e-scooter-x
interactions and the calibration of those parameters.

In Scenario 1, we have an empty space delimited by walls that could represent a typical
city centre where there is a shared space between pedestrians, two-wheeled vehicles and
cars, but there are no lanes on the ground marking the limits for each agent. Scenario 2,
as represented in Figure 5.2, is a different type of shared space, where we have a two-lane
road with a sidewalk on its side. E-scooters can ride both on the sidewalk or on the road,
depending on their need.

As for the calibration algorithm, we decided to use a Differential Evolution (DE) algo-
rithm, which we think is the most suitable given the parameter space’s complexity and
its randomness that could help to come out of some local minima. The algorithm is a
highly used and well-reviewed Matlab algorithm [10]. Its inputs are the parameters with
their limits, the function to be minimized and the population size. The other parameters
such as the scaling factor, the crossover rate, the mutation operation and the number of
iterations can be modified but we decided to use the standard values. The final values
are reported in the Table 5.1. As for the optimization function, we assume that what we
want is to minimize the distance between the trajectory extracted from the real data and
the simulated one, which can be translated as:

SZ’H’L

B (Ouma) | (5.1)

In this function, Oy,q refers to the set of all the parameters, in the case of scenario 1, but
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the formula would be the same even with Ojyes.
9bnal = [Udes; T,0,E¢, )\7 a, kK, U, a, bv ATa? ATb] (52)

@lanes = [Ud687 T, )\7 a, Rk, 1, a, b) AT(I? ATZN /Be$t7 €ext, ﬁmid; Emid] (53)

As mentioned before, some of those are subject to physical or legal restrictions. All the
parameters need to be > 0, but others have also more strict limitations such as:

0<v, <694m/s (5.4)
0 <w, <13.89m/s (5.5)
0<r<1 (5.6)

The desired speed changes depending on the agent behaviour that we want to emulate.
U, represents the maximum legal speed achievable in France [1] and represents a stan-
dard behaviour. On the other hand, v, represents an aggressive agent behaviour that
can go at a non-legal speed. This is important to have, because when we test navigation
algorithms for an AV, this irresponsible and unpredictable behaviour is important to be
simulated and available, and was also one of the objectives of this work. From this, we
derive that we will have 4 sets of calibrated parameters. All the DE runs are repeated
30 times per scenario, with two different rider behaviours, for a total of 120 runs of the
algorithm.

Parameter e-scooter Pedestrian
Udes 6.94/13.89m/s 1.34m/s
T 1.61 1.12
o 0.2 0.2
€ 4 4
A 0.03 0.08
« 13.5 3

K 0.46 0.35
a; 1.25 0.3
b; 2.03 0.6
AT, 1.05 0.70
ATy, 1 0.69
" 5.91 -
Bext 4.89 4.89
€ext 0.48 0.48
Bmid 4.19 4.19
Emid 0.28 0.28

Table 5.1: List of the SFM parameter values used in the simulator.
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Parameter e-scooter | pedestrian
length 116.7cm -
weight 19.9kg -

vision distance 55m 10m
vision angle 220° 220°
attention distance 15.5m 5m
attention angle 100° 90°

Table 5.2: Static parameters value. The vision/attention angle and distance are derived
from Anton et al. [31]. The data of the e-scooter from the manufacturer’s website [4].

5.1.1 Validation

To validate the model with the computed parameters, the objective is to test the scenar-
ios we have presented before, and check if the simulated trajectory is consistent with the
one we can observe in the real-world data.

As mentioned since we could not apply this process to our case, we have used the pa-
rameters value from [25] for the e-scooter, since it was an important basis to this study
and was one of the few available which could provide a set of calibrated parameters. For
those which were not included in that study, we decided to tweak them manually until
obtaining the desired behaviour.

5.2 Crash Analysis

In this section, we will present the setup and the results obtained, analyzing the crashes
between the agents in the scene, in two different scenarios. This kind of study is important
because gives us those cases that are the most challenging.

5.2.1 Setup

To execute this test we have decided to use the two scenarios we presented in the previous
section but we added more agents on the scene and considered different cases, depending
on how the agents approach each other in the scene.

For scenario 1, we will analyze 3 different cases. The first one is represented in Figure
5.3 and is where the agents will go in a perpendicular direction to the motion of the AV
so that they will approach it on the side. Another case is where the pedestrians and the
e-scooter go in a parallel direction to the car and will be referred to as case 2 and its
setting is displayed in Figure 5.4. This means half the agents will go after the AV, and
the other half will be in front of it. Finally, an approach at 45° to the direction of motion,
which is case 3 and is represented in Figure 5.5. In these 3 cases what we want to see
is the behaviour of both agents, when approaching a moving vehicle that will not stop.
What we can expect is that in the first case, a stopping behaviour, or slowing down to
then go around the vehicle is the desired behaviour. In the second case, those who are
behind the car will either try to pass it or not reach it, while those in front, when they
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Figure 5.3: Case 1, where the agents ap-

proach the vehicle moving perpendicu- Figure 5.4: Case 2, where the agents ap-
larly to it. The goal of the car is in front proach the vehicle moving parallel to it.
of it while that of the other agent is on The goal of the car is in front of it while
the opposite side with respect to their that of the other agent is on the opposite
starting point. side with respect to their starting point.

Figure 5.5: Case 3, where the agents approach the
vehicle moving obliquely at 45°. The goal of the car
is in front of it while that of the other agent is on the
opposite side with respect to their starting point.

notice the car, will move to the side of the road. Eventually, for the third case, also a
stopping or avoidance behaviour.

For what concerns scenario 2, we will have 3 cases as well, but in this phase we want
to focus more on the interaction between the e-scooter and the pedestrians, to under-
stand how it reacts in those situations. Firstly, when one e-scooter is going in the same
direction as the pedestrians and has to perform an overtaking manoeuvre is represented
in Figure 5.6. Then when we have multiple e-scooters some of them going in the same
direction as the pedestrians, others in the opposite as shown in Figure 5.7. Ultimately,
we will analyze how the e-scooter model reacts when riding on the street alongside a car
as in Figure 5.8, which is also a common scenario, and is also of interest to look at the
reaction when approached by a car.
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Figure 5.7: Case 2. Single-lane road,

Figure 5.6: Case 1. Single-lane road, two-lane sidewalk. The agents move in
with a single-lane sidewalk on its side. all the two possible directions, trying
All the agents move in the same direc- to respect the mid-lane that separates
tion. them.

Figure 5.8: Case 3. Single-lane road with the possi-
bility for the e-scooter to ride alongside the cars.

Each one of these tests will be repeated 30 times, with a total of 90 iterations per sce-
nario. Each time the e-scooter rider aggressiveness will be chosen randomly with a 10%
possibility of having an agent with aggressive behaviour.

5.2.2 Results Analysis

After performing the previously described tests, in this paragraph, we will discuss the
results.

Starting with Scenario 1, we will focus only on the behaviour of the e-scooters since
the pedestrians in such conditions have already been studied by Prédhumeau et al. [32].
In the first case, when approaching the car some of the scooters manage successfully to
take evading actions and go around the car but some of them try to pass it by going in
front of it. This leads to a front crash with the vehicle, which are rare in reality.
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5.2 — Crash Analysis

Scenario | Case tested | Aggressiveness | Number of crashes | Conditional probability
of a crash

1 1 moderate 5 4.6%
1 1 high 3 25%
1 2 moderate 25 23.1%
1 2 high 4 33.3%
1 3 moderate 70 64.8%
1 3 high 8 66.7%
2 1 moderate 20 18.5%
2 1 high 0 0%

2 2 moderate 2 1.9%
2 2 high 0 0%

2 3 moderate 27 25%
2 3 high 6 50%

Table 5.3: Summary table with the results of the crash analysis, after 30 iterations
per case. As we can see, from the conditional probability (last column), the level of
aggressiveness influences the number of crashes that occur. The total number of agents
on the scene was 25 per scene and case. In the total number of crashes, we included only
those caused by e-scooters going against other agents.

In the second case throughout the iterations we have something strange happening. Even
if the e-scooters that are in front of the vehicle move away from it once they see it, those
who are behind it, if they are too close, and faster, sometimes rather than slowing down
or going to the side crash into the back of it, which is a strange behaviour that in reality
can happen but not as often as what we have experience here.

In the oblique motion (case 3), we experiment the harshest case. Here almost all the e-
scooters report a crash with the AV, how we can see from the high percentages reported
in Table 5.3. These crashes are due to the e-scooters that instead of waiting for the car
to pass them, they try to outspeed it by going around it.

What we can get from these experiments, is that despite most of the iterations we obtain
a realistic behaviour that does not lead to crashes or at least to realistic crashes, some-
times we obtain odd behaviours.

Moving to scenario 2, here the results are closer to what we could expect. In the iterations
that were performed in the first case, we had a surprisingly outcome. The riders having
a moderate aggressiveness, tended to remain stuck behind the pedestrians, if those were
spread out occupying the majority of the space. On the other hand, those with an ag-
gressive behaviour, thanks to their higher speed and the need to always achieve it, could
manage to rapidly overtake all the pedestrians even when the space on the sidewalk was
almost completely occupied. This weird behaviour we encountered was probably due to a
lack of correct calibration of the parameters, particularly those representing the sidewalk
boundaries.

On the other hand, for the second case, where there are multiple e-scooters and pedestri-
ans, here in some iterations we could experience some crashes as notable from Table 5.3.
These are mainly due to the overtaking at the same moment for two e-scooters going in
different directions of a group of pedestrians. This lead sometimes to collisions between
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the agents due to the way the force acts. What happens, most probably, is that the force
on the e-scooter overtaking pushes it towards the opposite lane, as it does the one of the
other e-scooters. The problem arises when the two vehicles are close to each other but
have not completed the pass on the pedestrians yet. The force exerted by the e-scooter is
stronger than the one of the pedestrians, given also a higher personal space. This leads
the total force acting on the e-scooter to push it towards the pedestrian and therefore
we have a collision. In the other case, when the collision is between the two motorized
vehicles, the most common occurrence is when during the overtake the e-scooter moves
to the side where there is the other vehicle and so they crash.

Lastly, the third case to consider is what happens if the e-scooter is on the road. Here if
the e-scooter is behind the AV, nothing happens since it moves slower than the car. If it
is in front, it tends to stay in the middle of the lane, so when the car approaches it has to
move towards the border. Sometimes the contrast of the two forces (the repulsive force
of the car and that of the lane border) creates the effect of a pendulum which makes the
vehicle swerve toward the centre of the lane and therefore creates a collision with the car.
In conclusion what we have obtained from this experiments, can be considered satis-
factory, since despite some crashes happening, we have to consider that what we have
analyzed is without a proper parameter calibration and so we cannot have a full under-
standing of what could be the result in the other case. Other than that a diverse way
of action of the forces in particular when the e-scooter is on the road could be helpful,
without letting it stay in the middle of the lane but creating an imaginary lane thinner
than the usual that makes it stays closer to the border of the lane so that when a car is
approaching the sum of the two repulsive force could lead to a less strong force.

Despite this, such kind of study can still be interesting and prove that the model we im-
plemented is capable of simulating behaviours such as overtaking and avoiding an obstacle
or even braking and changing direction to avoid a crash.

5.3 Test

For what concerns the testing of the model implemented with the calibrated parameters,
despite not having real data to use, we still designed a testing scenario to verify the ca-
pacity of the work done.

5.3.1 Setup

We designed a scenario, which is more complex than the one we have seen until now,
both for the behavioural model and for a hypothetical AV. Our idea is a parking lot, as
shown in Figure 5.9 which is a common scenario where agents such as pedestrians and
e-scooters act with unpredictable behaviour. This could be a challenging situation for the
SFM because, when moving in a parking lot, typically pedestrians and other 2-wheeled
vehicles try to go straight to their goal, using also the spots that are not occupied by the
cars, while avoiding those who are full. For the autonomous car could be an interesting
scenario to test, because not only the agents can follow an unpredictable path to reach
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Figure 5.9: Scenario representing a car park, where we have multiple e-scooters and
pedestrians navigating through the parked cars.

their goals, but can also be hidden by the parked cars and thus not visible until you are
very close to a collision.
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Chapter 6

Conclusion

In this chapter we will go through what we have presented previously in this thesis, trying
to find a correlation between the objective we were proposed to reach and the model we
implemented. To conclude we will delve into the future by analyzing the limitations of
this project and what could be the direction to expand the work done here.

6.1 Synthesis

In Chapter 1 we started by saying that in recent years there has been an increase of
e-scooters on the road and that the riders do not always manage to follow common road
rules creating unpredictable behaviours. We motivated the existence of this work by
applying what we previously stated to the context of autonomous cars, in particular by
implementing a model that could realistically represent an e-scooter in a simulator, to
help those who develop navigation algorithms to have a testing platform.

The objectives of this work were to enrich a simulator by adding a new agent, and new
meaningful scenarios and to be able to simulate unpredictable behaviours. This was en-
closed in the broader objective of having a comprehensive simulator that could be helpful
in the testing of navigation algorithms for autonomous cars.

During the development of this thesis, we have gone through all the different phases
involved in developing such a work. Firstly we motivated our impression of a lack of
work in the world of simulators focusing on crowded scenarios including different agents,
by exploring the main existing simulators. Here it emerged that despite the presence
of multiple state-of-the-art simulators in the field of AV navigation algorithms testing,
none of them provide the possibility to test them in crowded scenarios and the oppor-
tunities provided by SPACiSS. We then presented our e-scooter model going into all the
Mathematics and Physics details. Here we have introduced a model that would integrate
seamlessly into the existing simulator and provide an updated version with respect to
those presented in the literature. Other than that, we proposed a way of designing the
limits of road elements such as lanes and sidewalks, that could be integrated with the
SFM. Successively we talked about parameter calibration which is a very important as-
pect of having a well-preforming model when working with an SFM. Here we identified
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the parameters that are mostly related to a different rider behaviour and how different
people have a unique set of parameters that represent them. We also tested in simulation
the possible scenarios where crashes could occur between e-scooters and a moving car
and analyzed those cases to have a better understanding of the different scenarios.

6.2 Contributions

The work developed in this thesis has managed to accomplish the goals that had been
proposed at the beginning, by providing a new model of an e-scooter obtaining a new
implementation that could provide a realistic behaviour of such a vehicle. The same has
been done for what concerns the road elements, since in the beginning the simulator we
were using was composed just of a space that could resemble a city centre.

The contributions can be summarized as follows:

e Revised dynamic interaction space

o Updated physical model

e Design of a force representing the lanes

e Design of a force representing the sidewalk

e Implementation of the proposed model in a simulator comprising other agents like
cars and pedestrians.

6.3 Limitations

As we have discussed in Chapter 5, the main limitation of this work is the lack of real
data to be used in the evaluation phase of the model. This is a big letdown because, when
proposing a new model is important to test it and evaluate its performance compared to
real-world data, to ensure it is as close as possible to real situations that are fundamental
in this field. On top of that, working with an SFM implies the need for a very large set of
parameters that most of the time are even scenario-dependent and so a precise calibration
of those parameters is a basic part when considering such models. This also affected the
way we could have different rider behaviours since to obtain differences the only way we
had was to tweak the parameters by hand based on the visual feedback we were getting
when running the experiments. Unfortunately, this has been a huge limitation, but it
was beyond our control and where we did not have any way to accelerate the process.

6.4 Future Work

Future work on this subject could be firstly focused on obtaining real-world data to cal-
ibrate the parameters and validate the model. After that, one could follow the same
approach proposed here to add more functionalities and complexity to the simulator.
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6.5 — Final remarks

Firstly by focusing on new agents that could be added, such as bicycles both electric
and classic and other PMVs that can be commonly found in shared spaces such as skate-
boards or monocycles. After that, another area that could be expanded regards the road
elements, where could be introduced traffic lights or roundabouts, which are common
zones where is important to test navigation algorithms and having a realistic behaviour
of more fragile agents is important to consider, since those are scenarios where those kind
of vehicles do not always follow road rules.

6.5 Final remarks

In conclusion, we can say we are satisfied with the work proposed in this thesis. Despite
not having the possibility of validating the model we still defined a new approach in a
field that as of now is not widely explored despite the continuous increase of e-scooters
on the road.
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