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Summary

We have developed a voice conversion model capable of converting audio from
one speaker to another. We propose RobVC, to create a voice conversion model
with unsupervised samples. Previous efforts on voice conversion focus on explicitly
disentangling speech representations to separately encode speaker characteristics
and linguistic content from two speakers. Moreover, they use pretrained models
on supervised datasets which reduce the robustness of the existing models. In
this work, instead of explicitly disentangling attributes with supervised models, we
present a framework to train a controllable voice conversion model on entangled
speech representations derived from unsupervised learning. First, we develop tech-
niques to derive speaker information and content information from self-supervised
reconstruction models. In this training approach, the current state of the synthesis
model is used to generate voice-converted variations of an utterance, which serve as
inputs for the reconstruction task, ensuring a continuous and purposeful refinement
of the model. We demonstrate that incorporating such self-synthesized examples
during training improves the speaker similarity of generated speech as compared to
a baseline voice conversion model trained solely on heuristically perturbed inputs.
RobVC is trained without any text and is applicable to a range of tasks such as
zero-shot voice conversion and cross-lingual voice conversion. RobVC achieves state-
of-the-art results in zero-shot voice conversion on metrics evaluating naturalness,
speaker similarity, and intelligibility of synthesized audio.
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Chapter 1

Background

1.1 Speech Processing

Speech processing, an important component of natural language processing (NLP)
[1], includes a range of tasks involved in the analysis, synthesis, and understanding
of spoken language. Historically, these tasks were predominantly rule-based or
relied on handcrafted features. However, the emergence of deep learning [2]
has affected speech processing, enabling systems to learn complex patterns and
representations directly from raw data, leading to significant advancements in
accuracy and performance across various applications.

Deep learning models excel in speech processing tasks due to their capacity to
automatically learn hierarchical representations from large volumes of data. Unlike
traditional methods, which often struggled to capture the variability and nuances
of natural language, deep learning architectures, inspired by the structure and
function of the human brain’s neural networks, can effectively extract intricate
features from raw speech signals or their spectrogram [3] representations.

1.1.1 Advancements in Loss Functions

A crucial aspect of deep learning in speech processing is the design of appropriate
loss functions [4]. Loss functions quantify the discrepancy between predicted
outputs and ground truth labels, guiding the optimization process during model
training. In speech processing tasks like speech recognition and synthesis, various
loss functions are employed, to the specific objectives of the task.

For speech recognition tasks, commonly used loss functions include:

« Categorical Cross-Entropy Loss [5]: Used in connectionist temporal
classification (CTC) [6] and attention-based models, this loss function measures
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the dissimilarity between predicted and target phoneme sequences, enabling
the model to learn to accurately transcribe spoken utterances.

« Connectionist Temporal Classification (CTC) Loss: Particularly suited
for sequence-to-sequence models, CTC loss allows the model to align variable-
length input sequences (acoustic features) with variable-length output se-
quences (phoneme or word sequences) without requiring explicit alignment
information during training.

» Sequence-to-Sequence Loss [7]: In tasks where the output sequence length
may differ from the input sequence length, such as automatic speech recognition
(ASR) and machine translation, sequence-to-sequence loss functions, often
combined with attention mechanisms, facilitate the alignment and mapping of
input speech features to output text sequences.

For speech synthesis tasks, loss functions are designed to optimize the quality
and naturalness of generated speech waveforms. Some commonly used loss functions
in speech synthesis include:

« Mean Squared Error (MSE) Loss [8]: Frequently employed in waveform
generation tasks, MSE loss measures the difference between the predicted and
target speech waveforms at each time step, aiming to minimize the overall
reconstruction error.

« Mel-Spectrogram Loss [9]: Instead of directly modeling the waveform,
some speech synthesis models generate mel-spectrogram representations of
speech, which capture the spectral characteristics of the audio signal. Mel-
spectrogram loss functions optimize the alignment between predicted and
target mel-spectrograms, enabling the generation of high-quality synthetic
speech.

1.2 Transformer Architecture

The Transformer [10] architecture,has revolutionized the field of natural langnage
processing (NLP) and enabled significant advancements in various sequence-to-
sequence tasks, including machine translation [11], text summarization [12], and
language modeling [12].

1.2.1 Self-Attention Mechanism

The self-attention mechanism allows the model to weigh the importance of different
words in a sentence when encoding or decoding sequences. It computes attention

2
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scores between all pairs of words (or other tokens) in the input sequence and uses
these scores to compute weighted sums of the corresponding word embeddings. This
mechanism enables the model to capture long-range dependencies and contextual
information effectively.

1.2.2 Positional Encoding

Since the Transformer architecture does not inherently capture the order of tokens
in a sequence like recurrent neural networks (RNNs) [13] or convolutional neural
networks (CNNs) [14], positional encodings are added to the input embeddings
[15] to provide the model with positional information. These positional encodings
are added to the input embeddings before feeding them into the self-attention
mechanism.

1.2.3 Transformer Encoder

The Transformer encoder consists of multiple layers, each containing a self-attention
mechanism followed by position-wise feedforward networks. The self-attention
mechanism in each layer attends to the input sequence independently, and the
feedforward networks process the output of the self-attention layer in a position-
wise manner. Skip connections and layer normalization are applied around each
sub-layer to facilitate training and stabilize the learning process.

1.2.4 Transformer Decoder

The Transformer decoder also consists of multiple layers, similar to the encoder.
However, in addition to the self-attention and feedforward layers, each decoder layer
includes an additional attention mechanism called the encoder-decoder attention.
This attention mechanism allows the decoder to focus on relevant parts of the
input sequence when generating the output sequence, enabling effective sequence-
to-sequence modeling.

1.2.5 Scaled Dot-Product Attention

The attention mechanism in the Transformer architecture computes attention scores
by taking the dot product of the query and key vectors, followed by scaling and
applying a softmax [16] function to obtain the attention weights. The attention
scores are then used to compute weighted sums of the value vectors, resulting in
the attention output.
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1.2.6 Multi-Head Attention

To enhance the modeling capacity of the attention mechanism, the Transformer
architecture employs multi-head attention. In multi-head attention, the query, key,
and value vectors are linearly projected multiple times to different subspaces, and
attention is computed independently in each subspace. The outputs of multiple
attention heads are concatenated and linearly transformed to produce the final
attention output.

1.2.7 Position-wise Feedforward Networks

Position-wise feedforward networks consist of two linear transformations separated
by a non-linear activation function [17], such as the ReLU [18] (Rectified Linear
Unit). These networks process the output of the attention mechanism independently
at each position in the sequence, allowing the model to capture complex relations
between different parts of the input sequence.

The Transformer architecture have become foundational in modern language
modeling and have led to state-of-the-art performance in various sequence-to-
sequence tasks. Its ability to capture long-range dependencies, parallelize computa-
tion, and facilitate efficient training has made it a widely adopted architecture in
the NLP community:.

1.3 Text-to-Speech (TTS) Systems

Text-to-Speech (TTS) [19] systems are technologies that convert written text into
spoken speech. They play a crucial role in various applications, including accessi-
bility tools, navigation systems, virtual assistants, and entertainment platforms.
TTS systems enable machines to communicate with users in a human-like manner
by synthesizing natural-sounding speech from textual input.

1.3.1 Text Analysis

The first step in T'TS involves analyzing the input text to extract linguistic features
such as phonetic information, sentence structure, punctuation, and language-specific
rules. Text preprocessing [20] techniques may include tokenization and part-of-
speech tagging.

1.3.2 Prosody Generation

Prosody refers to the rhythm, intonation, stress, and pitch variations in speech
that convey meaning and emotions. T'TS systems incorporate prosody generation

4
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modules to add naturalness and expressiveness to synthesized speech. Prosody
generation techniques may involve applying linguistic rules, statistical models, or
machine learning algorithms to predict pitch contours, sentence boundaries, and
emphasis patterns.

1.3.3 Acoustic Modeling

Acoustic modeling [21] involves mapping linguistic features to acoustic represen-
tations, such as Mel-spectrograms or waveform parameters. TTS systems use
acoustic models to generate the spectral and temporal characteristics of speech
sounds corresponding to the input text. Acoustic modeling techniques include
Hidden Markov Models (HMMs) [22], Gaussian Mixture Models (GMMs) [23],
deep neural networks (DNNs), and generative models [24] like WaveNet [25] and
SampleRNN [26].

1.3.4 Waveform Synthesis

Waveform synthesis is the process of reconstructing the speech waveform from
acoustic representations generated by the acoustic model. TTS systems utilize
waveform synthesis techniques to generate high-quality, natural-sounding speech
signals. Common waveform synthesis methods include concatenative synthesis, sta-
tistical parametric synthesis (e.g., HMM-based synthesis) [27], and neural waveform
synthesis (e.g., WaveNet, Tacotron, and Transformer-based models).

1.3.5 Naturalness and Intelligibility

Achieving naturalness and intelligibility in synthesized speech remains a significant
challenge for TTS systems. Advances in machine learning, particularly deep
learning, have led to improvements in speech synthesis quality, enabling T'TS
systems to produce more natural and human-like speech.

1.3.6 Expressiveness and Adaptability

Enhancing the expressiveness and adaptability of T'T'S systems to capture emotions,
emphasis, and speaker characteristics is an ongoing research area. Techniques
such as style transfer (e.g AutoVC) [28], prosody embedding [29], and speaker
adaptation [30] allow TTS systems to produce speech with diverse voices, accents,
and speaking styles.
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1.3.7 Real-time Processing

Real-time processing is essential for interactive applications where low-latency
speech synthesis [31] is required. Efficient implementation of neural network
architectures and optimization techniques (e.g., pruning, quantization) [32] helps
improve the speed and responsiveness of TTS systems.

1.3.8 Multilingual and Multimodal Synthesis

Supporting multiple languages and integrating with other modalities, such as text
and images, expands the applicability of T'TS systems. Multilingual TTS models
and multimodal architectures enable T'T'S systems to synthesize speech in different
languages and contexts, catering to diverse user needs and preferences.

In conclusion, Text-to-Speech (T'TS) systems play a crucial role in converting
written text into natural-sounding speech, enabling human-computer interaction in
various domains. Ongoing advancements in machine learning and speech synthesis
techniques continue to enhance the quality, expressiveness, and adaptability of
TTS systems, expanding their utility and impact across diverse applications and
user populations.

1.4 Voice Conversion

Voice conversion [33] is the process of modifying the characteristics of a speech
signal from a source speaker while retaining the linguistic content (context) and
prosody of the original utterance. This approach involves extracting the linguistic
context from the speech of one speaker and applying the prosodic and spectral
characteristics of another speaker to generate converted speech. The process
typically consists of several stages, including feature extraction, conversion model
training, and synthesis. Below, we elaborate on each step:

1.4.1 Data Collection and Preprocessing

Collect a dataset containing parallel recordings of speech from both the source and
target speakers. The dataset should cover various linguistic contexts and speaking
styles to ensure robustness. Preprocess the speech recordings by segmenting them
into individual utterances, extracting relevant features such as Mel-frequency
cepstral coeflicients (MFCCs) [34], fundamental frequency (F0) [35], and spectral
features like Mel-spectrograms.
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1.4.2 Feature Extraction

Extract linguistic features from the source speaker’s speech, including phonetic
information, duration, and linguistic context. This may involve using automatic
speech recognition (ASR) [36] systems to obtain phonetic transcriptions. Extract
prosodic features and spectral characteristics from the target speaker’s speech,
capturing aspects such as pitch, energy, and formant frequencies [37].

1.4.3 Model Training

Train a conversion model that learns the mapping between the linguistic features
of the source speaker and the prosodic and spectral features of the target speaker.
Commonly used models include Gaussian Mixture Models (GMMs), deep neural
networks (DNNs), or more advanced models like Variational Autoencoders (VAESs)
[38] or Generative Adversarial Networks (GANs) [39]. The training objective is
to minimize the difference between the converted speech and the target speaker’s
natural speech, typically measured using a loss function such as Mean Squared
Error (MSE) or adversarial loss.

1.4.4 Conversion Process

Given a new input utterance from the source speaker, extract its linguistic fea-
tures. Feed the linguistic features into the trained conversion model to predict the
corresponding prosodic and spectral features of the target speaker. Generate the
converted speech waveform by combining the converted features with the linguistic
context of the source speaker.

1.4.5 Post-processing and Synthesis

Optionally, perform post-processing techniques such as waveform filtering, smooth-
ing, or pitch modification to enhance the quality and naturalness of the converted
speech. Reconstruct the converted features into a time-domain waveform using
techniques like vocoding [40] or waveform synthesis.

In the Figure 1.1 we have overall architecture of different approaches to generate
high fidelity speeches.

1.4.6 Evaluation

Evaluate the quality of the converted speech using objective metrics such as signal-
to-noise ratio (SNR) [41], mean opinion score (MOS), or perceptual evaluation of
speech quality (PESQ) [42]. Subjective evaluations involving human listeners can
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Figure 1.1: Different Speech Synthesis Techniques

-

also provide valuable insights into the naturalness and similarity of the converted
speech to the target speaker.

1.4.7 Fine-tuning and Refinement (Optional)

Fine-tune the conversion model using additional data or regularization techniques
to improve performance, especially in cases where the source and target speakers
exhibit significant acoustic differences. Iterate on the conversion process based
on feedback from evaluations and user testing to further enhance the quality and
effectiveness of the voice conversion system.

By following this approach, it is possible to achieve effective voice conversion,
allowing for the synthesis of speech with the linguistic content of one speaker and
the distinctive characteristics of another speaker. This technology finds applications
in voice cloning, accent conversion, personalized speech synthesis, and speaker
adaptation in speech recognition systems.



Chapter 2

Related Works

A typical approach of any-to-many VC is feature disentangling. The content
feature information and the speaker feature information in the speech are extracted
separately and used to reconstruct the speech. The results of this method depend
on whether the obtained content features do not contain the original speaker feature
information, while not losing information about the speech content.

Techniques from the ASR domain are widely used to extract linguistic content
from speech while ignoring speaker specific details.

VC based on phonetic posteriorgrams (PPGs) [43] draws much attention [44,
45]. PPGs are intermediate results from a speaker-independent ASR system,
representing the posterior probability of phonetic classes at the frame level [46].
PPGs are independent of speaker and language, making them suitable for VC.
However, the accuracy of the PPG-based VC model largely depends on the precision
of the ASR model used to extract the PPGs.

In addition to ASR, transfer learning from TTS methods has been employed to
obtain linguistic representations for VC [47]. However, these methods require a
large amount of annotated data containing text to train the ASR or TTS model.

There are also studies that do not require text annotated data, such as Cyclegan-
VC [48] and StarGAN [49], which are GANbased models, and AutoVC, which is
an AutoEncoder [50]. But the speech they generate is relatively poor in terms of
quality [51]. Recently there has been a lot of new research on VC that attempts
to obtain feature vectors of speech by means of self-supervised learning (SSL)
models [52, 53, 54, 55]. By obtaining the content representation of speech from
these feature vectors, speech can be reconstructed to achieve VC or singing voice
conversion (SVC) [56]. These studies achieve very good results in terms of quality
and are close to the T'T'S models.

The development of TTS models has helped to produce high-quality speech
based on content features. TTS models such as Tacotron2 [57] and Fastspeech
[58, 59] have the ability to synthesize naturalistic speech. They have been applied
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in the field of VC [60]. However, these TTS methods are two-stage, synthesizing
acoustic features first and then using a vocoder to synthesize waveforms from the
predicted acoustic features. VITS [61] is an end-to-end T'TS model that enhances
the quality of the reconstructed waveform through adversarial training [61]. By
applying VITS to VC, separate training of the VC model and the vocoder can be
avoided

Although there are VC models that are capable of producing speech of good
perceptual quality, there is still a lack of research on high-quality and unsupervised
VC. In practice, if you want to achieve an unsupervised VC, you need to use self
supervised representations for speaker embeddings.

In QuickVC [62] they have used HuBERT [63] embeddings and one designed
LSTM [64] module for speaker represenatations, they provide high speed but low
accuracy, however the model do not need annotated data.

In some works, they have used audio language models such as WavL.M [65] and
speaker information from LSTM layer, however their speaker style and disentangle-
ment are not representative.

Diffusion models [66] have shown extraordinary performance in generative tasks
in various domains, such as images, videos, and audio, and have recently achieved
considerable success in multi-modal tasks [67, 68]. Specifically, in speech, the
diffusion model is utilized in applications such as audio generation [69, 70], speech
enhancement [71], and TTS synthesis [72, 73]. The fundamental concept underlying
the stochastic differential equation (SDE)-based continuous-time diffusion process
[74] is to train an estimator that repeatedly removes noise by estimating log-density
gradient of data and generates samples with an iterative denoising process via SDE.
The SDE-based diffusion model was also applied to VC task using a maximum
likelihood (ML)-SDE solver [75] for fast sampling.

In Diff-HierVC [76] they have used XLS-R [77] model for context and pitch
embeddings for the speaker. They have also proposed style encoder to disentangle
speech style from target speaker. Their model lacks speaker similarity due to not
having a good speaker representation. Furthermore, it needs prior training on
speaker verification tasks that requires annotated dataset.

In TriAAN-VC [78] they propose Triple Adaptive Attention Normalization
VC (TriAAN-VC). TriAAN-VC, which is based on an encoder-decoder structure,
disentangles content and speaker features. They do not provide good similarity for
unseen speakers.

In HiFi-VC [79] they disentangle content and speaker information from ASR
and speaker verification model where both requires annotated data from training.

One of the first zero-shot VC models was AutoVC [28], an autoencoder-based
model that utilizes a dimensionality bottleneck to disentangle content and speaker
information. It has served as the base model for a range of extensions [80, 81,
82]. Other approaches have used adaptive instance normalization [83] or activation
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function guidance [84] for information disentanglement. All of these approaches
produce spectrograms and require a separate vocoder to synthesize time-domain
audio. Relatively few models have been proposed that can perform end-to-end
voice conversion. Blow [85] is a normalizing flow network for non-parallel raw-audio
voice conversion. However, it is not able to perform zero-shot conversion, and
like many other flow-based networks, it has a very large number of parameters.
NVC-Net [86] is a GAN-based zero-shot model that performs conversion directly
on raw audio waveforms.

In LVC-VC they utilize a neural vocoder that incorporates LVCs [87] as the
backbone architecture for LVC-VC. Taking appropriately designed content and
speaker features as inputs to the LVC kernel predictors, our model efficiently
combines their information to perform voice conversion while directly synthesizing
audio. Although they provide good results on preserving context but they cannot
provide good speaker similarity.

11



Chapter 3

Unlabeled Speech
Representations

In many speech processing tasks, labeled data have been used to develop different
applications. As a result, representations of speech data were dependent on labels.
Moreover, different datasets do not support different languages. In unsupervised
approach, we have representations that do not consider labels. Humans also have
the same path for learning speech. We discover more low level representations in
speech data without considering labels.

3.1 Wav2Vec

In this work [88], they have presented a framework for self-supervised learning of
representations from raw audio data. This approach encodes speech audio via a
multi-layer convolutional neural network and then masks spans of the resulting
latent speech representations. The latent representations are fed to a Transformer
network to build contextualized representations and the model is trained via a
contrastive task where the true latent is to be distinguished from distractors.

The main loss function is contastive loss. To represent the latent representations.
The contastive loss cannot propagate into non-differentiable quantized latent speech
representations. Therefore, they have used Gumbel softmax.

3.1.1 Key features

In this section, we discuss about key components used in this work provide that
we can use them for further development.

Feature encoder. The encoder consists of temporal convolution layer which
has raw audio data as input. Instead of fixed positional embeddings which encode
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Figure 3.1: Illustration of Wav2Vec architecture

absolute positional information, they use a convolutional layer similar to which
acts as relative positional embedding.

Quantization module. For self-supervised training they discretized the output
of the feature encoder z to a finite set of speech representations via product
quantization. Product quantization amounts to choosing quantized representations
from multiple codebooks and concatenating them. We can interprete this approach
as detecting low level quanitzed features such as phonemes. For the quantization
they considered G codebooks with V entries e € RE*%¢. The Gumbel softmax
enables choosing discrete codebook entries in a fully differentiable way.

Objective function. The objective function consisits of two parts, conservative
loss L,,, and codebook diversity loss £ to encourage the model to use the codebook
entries equally often.

L.=L,+aly (3.1)
exp(sim(ct, q:)/k)
L,=—1o : — 3.2
250, exp(sim(c, q)/k) (32)
1 &V B
Lg= v Z Zﬁgm log pg.v (3.3)

g=1v=1

In diversity loss we encourage the equal use of the V entries in each of the G
codebooks by maximizing the entropy. The diversity loss can act as a regulizer to
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avoid overfitting.

3.1.2 Usecasae

In our work, we require an end-to-end speech transformation approach. We aim
to understand methods that can represent audio without relying on labels, such
as text. Therefore, the quantized or encoded data from the transformer can serve
as a representation of the speech data with respect to low-level speech features.
Moreover, we divide the representations of interest for our work into two parts:
speech representations and speaker representations. With fine-tuning this model,
we can obtain both types of representations.

3.2 Wav2Vec-BERT

This paper [89] is an extension of BERT paper [90] released in 2018. Before we
discuss about wav2vec-BERT, the novelty of BERT will be briefly discussed.

3.3 BERT summary

BERT initial model have been used for designing language models. The base
architecture is based on transformer’s encoder part. It consists of twp parts, one
pre-training part and fine-tuning part. In pre-training part, the model tries
to learn word embedding in an unsupervised manner, two tasks will be done in
pre-training part:

1. Masked LM; In this task model tries to mask some percentage of the input
tokens at random, and then predict those masked tokens.

2. Next Sentence Prediction (NSP); Model tries to predict the next sentence.

In the Figure 3.2 we can see the architecture of BERT. Both tasks will be done
simultaneously. In fine-tuning part for each task, we simply plug in the tasks
specific inputs and outputs into BERT and fine-tune all the parameters end-to-end.

3.3.1 BERT in Wav2Vec

In Wav2Vec original architecture, we had masked latent speech representations
and with a contrastive loss and quantizaton, we could optimize the model based on

what we had in BERT. Now in Wav2Vec BERT [89] they added another module
on top of the context representations of original Wav2Vec paper.
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Figure 3.2: Illustration of BERT architecture

The context vectors produced by the contrastive module are directly passed
to the masked prediction module for producing the final context vectors that are
to be used to complete a masked prediction task. A softmax layer is appended
on top of the module’s last conformer block. If a context vector at the final layer
corresponds to a masked position, the softmax layer will take the context vector as
input and attempt to predict its corresponding token 1D, which is assigned earlier
in the contrastive module by the quantizer. We denote the cross-entropy loss for
this masked prediction task as L,,. Therefore, the final loss will be combination of
contrastive loss [91] and cross entropy loss [92]. If we denote contrastive loss as L¢,
we have total loss L,,.

L,=BL.+vL (3.4)

3.3.2 Use case

In this work, we have more detailed representations of audios. The BERT extension
provide better accuracy and outperforms previous paper. One of the key component
of this research is using BERT which was originally used for developing language
models in an unsupervised audio representation task.

Since we have an self-supervised end-to-end task for audio transformation, these
two papers and their objectives, can be further used in our work. We can define
representations that are fully unsupervised which can be fine-tuned. Moreover, the
masking method which used in training phase can be used in further parts of our
research.
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Figure 3.3: Illustration of WavtVec architecture

3.4 SoundStream

SoundStream [93] is a neural audio codec [94] in which all the constituent com-
ponents (encoder, decoder and quantizer) are trained end-to-end with a mix of
reconstruction and adversarial losses to achieve superior audio quality.

3.4.1 Autoencoder part

The encoder architecture is illustrated in Figure 3.4. Each of the blocks consists
of three residual units, containing dilated convolutions with dilation rates of 1, 3,
and 9, respectively, followed by a down-sampling layer in the form of a strided
convolution. The decoder block mirrors the encoder block, and consists of a
transposed convolution for up-sampling followed by the same three residual units.
We use the same strides as the encoder, but in reverse order, to reconstruct a
waveform with the same resolution as the input waveform.
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Figure 3.4: Illustration of SoundStream architecture

3.4.2 Residual Vector Quantizer (RVQ)

Before discussing about the proposed RVQ method in this paper, we have to
discover why quanitization have been used. The purpose of Vector Quantization
(VQ) [95] is reduce the bit rate by quanitizing the output of encoder. In other
words, We have a dictionary of quantization vectors that we choose which vector
in this dictionary is more similar to the encoded embeddings.

However, original implementation of quantization have some limitations. The
bit rate will be huge during transformation. To address this issue, they proposed
RVQ), which cascades [V, layers of VQ as follows. The unquantized input vector is
passed through a first VQ and quantization residuals are computed. The residuals
are then iteratively quantized by a sequence of additional IV, 1 vector.

3.4.3 Use case

The RV(Q mechanism used in this paper, can have low level representations on
audio signals. They also provided a genereator part which reconstruct high fidelity
audio signal. Unlike previous papers which they tried to represent contextual
represntations of audios, this paper provide a reconstruction method. In our work,
we need to build a model that reconstruct an audio preserving new speaker. The
RVQ can be used in our research to quantize the output of encoder. We need both
high level representations like speaker embedding and low level audio reconstruction
embedding at the same time.
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3.5 EnCodec

EnCodec [96] is a high-fidelity, andio codec leveraging neural networks. It consists
in a streaming encoder-decoder architecture with quantized latent space trained in
an end-to-end fashion. The EnCodec model is a simple streaming, convolutional-
based encoder-decoder architecture with sequential modeling component applied
over the latent representation, both on the encoder and on the decoder side.

by

Discriminator

g

b ‘\\\ ‘\‘
Encoder K\ Decoder
33
\_,,gl

Quantizer

Figure 3.5: Main architecture of EnCodec

They have proposed another discriminator for the generated speech data. In
the MS-STFT Discriminator architecture, The input to the network is a complex-
valued STFT with the real and imaginary parts concatenated. Each discriminator is
composed of a 2D convolutional layer, followed by 2D convolutions with increasing
dilation rates. Then a final 2D convolution is applied.
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Figure 3.6: MS-STF'T Discriminator architecture
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3.5.1 Use case

This model is an enhanced version of SoundStream [93]. They have added few
features to the previous paper. However, they did not compare the result with
original SoundStream paper.

3.6 HuBERT

In the previous section, we attempted to acquire W2V-BERT [89] for extracting
context tokens. However, we decided to replace W2V-BERT with HuBERT [63]
for two main reasons.

First, the HuBERT model offers state-of-the-art representations of speech con-
text, similar to W2V-BERT'. Second, the pretrained model is available for feature
extraction and has accelerated our work speed. In this section, I will demonstrate
the key features of HuBERT.
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v ' v v : v |

21 22 z.’r zd 25 ZE E
/~HUBERT
Transformer |
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Figure 3.7: HuBERT architecture
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HuBERT utilizes an offline clustering step to provide aligned target labels for
a BERT-like prediction loss in speech representations. This model also provides
self-supervised speech representations used for different tasks.

3.6.1 Architecture

In this paper, they introduced Hidden unit BERT (HuBERT) that benefits from
an offline clustering step to generate noisy labels for a BERT-like per-training.
Concretely, a BERT model [90] consumes masked continuous speech features to
predict predetermined cluster assignments.

The predictive loss is only applied over the masked regions, forcing the model
to learn good high-level representations of unmasked inputs to infer the targets
of masked ones correctly. Intuitively, the HuBERT model is forced to learn both
acoustic and language models from continuous inputs.

First, the model needs to model unmasked inputs into meaningful continuous
latent representations, which maps to the classical acoustic modeling problem.
Second, to reduce the prediction error, the model needs to capture the long-range
temporal relations between learned representations.

One crucial insight motivating this work is the importance of consistency of the
targets, not just their correctness, which enables the model to focus on modeling
the sequential structure of input data. In our work, we use the intermediate output
cluster tokens for context embedding.
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Chapter 4

High Fidelity Speech
Synthesis

High fidelity speech synthesis refers to the generation of speech that closely resem-
bles human speech in terms of naturalness, clarity, and overall quality. In high
fidelity speech synthesis, the generated speech sounds very natural and is often
indistinguishable from human-produced speech.

4.1 VALL-E

They proposed a language modeling approach for text to speech synthesis (TTS).
Specifically, they trained a neural codec language model (called VALL-E [97])
using discrete codes derived from an off-the-shelf neural audio codec model, and
regard T'TS as a conditional language modeling task rather than continuous signal
regression as in previous work.

Their main interest is to generate given content for unseen speakers. The
model is given a text sentence, a segment of enrolled speech, and its corresponding
transcription.

4.1.1 Use case

Their work is similar our work, except we put audio as input not text. In other
words, they have provided a state-of-the-art TTS language model. We try to
consider their novelty in our work.
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Figure 4.1: MS-STF'T Discriminator architecture

4.2 MelGAN

MelGAN [98] is a non-autoregressive feed-forward convolutional architecture to
perform audio waveform generation in a GAN setup. The architecture is a fully
convolutional feed-forward network with mel-spectrogram s as input and raw
waveform z as output.

4.2.1 Generator

Induced receptive field In convolutional neural network based generators for
images, there is an inductive bias that pixels which are spatially close-by are
correlated because of high overlap among their induced receptive fields. We
design our generator architecture to put an inductive bias that there is long range
correlation among the audio timesteps. We added residual blocks with dilations
after each upsampling layer, so that temporally far output activations of each
subsequent layer has significant overlapping inputs.

Moreover, other design methods have been used in this paper such as Checker-
board artifacts and Normalization.
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Figure 4.2: Illustration of MelGan architecture

4.2.2 Discriminator

They have adopted a multi-scale architecture with 3 discriminators (D, Ds, Ds)
that have identical network structure but operate on different audio scales. D oper-
ates on the scale of raw audio, whereas Dy, D3 operate on raw audio downsampled
by a factor of 2 and 4 respectively.

Multiple discriminators at different scales are motivated from the fact that
audio has structure at different levels. This structure has an inductive bias that
each discriminator learns 4 features for different frequency range of the audio. For
example, the discriminator operating on downsampled audio, does not have access
to high frequency component, hence, it is biased to learn discriminative features
based on low frequency components only.

Furthermore, they have used Window — basedobjective where each individual
discriminator is a Markovian window-based discriminator consisting of a sequence
of strided convolutional layers with large kernel size.

4.2.3 Feature matching

In addition to the discriminator’s signal, they used a feature matching objective
to train the generator. This objective minimizes the L1 distance between the
discriminator feature maps of real and synthetic audio. Therefore, they have added
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another loss term to regular generator loss.

d 1 i 4
Lrar(G,Di) = By py, [Z + [P @) — D£><G<s>>Hl] (4.1)
=1 ?

We have Lpar, which is their feature matching loss. For simplicity of notation,
D,(;) represents the ;A layer feature map output of the k;h discriminator block, N;
denotes the number of units in each layer.

4.2.4 Use case

In this paper, they have adopted novel techniques to generate high fidelity speech
data from mel-spectrogram of an input text. In our project we do not have
access to text and mel-spectrogram generated by text. However, we can apply the
discrimination and generation approaches provided in this paper in our work.

Although they have used multi-scale discriminator to discriminate real audios
from fake, We can adopt multi-scale discriminator, to have different levels of
discrimination between different speakers.

We can also have feature matching technique in our work, when we try to match
the output speaker embedding to source embedding. Other techniques such as
"induced receptive field" also can be used in our future model architicture.

4.3 HiFi-GAN

HiFi-GAN [99] consists of one generator and two discriminators: multi-scale
and multi-period discriminators. The generator and discriminators are trained
adversarially, along with two additional losses for improving training stability and
model performance.
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Figure 4.3: Illustration of MelGan architecture
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4.3.1 Generator

In the generator part they have proposed Multi-Receptive Field Fusion, which
observes patterns of various lengths in parallel. Specifically, MRF module returns
the sum of outputs from multiple residual blocks. Different kernel sizes and dilation
rates are selected for each residual block to form diverse receptive field patterns.

4.3.2 Discriminator

Identifying long-term dependencies is the key for modeling realistic speech audio.
To address this issue they have used multi-period discriminator (MPD) consisting of
several sub-discriminators each handling a portion of periodic signals of input audio.
Additionally, to capture consecutive patterns and long-term dependencies, they used
the multi-scale discriminator (MSD) proposed in MelGAN, which consecutively
evaluates audio samples at different levels.

4.3.3 Usage

The novelty of this GAN model is MPD and MRF module that they used in
generator and discriminator. We can adopt these features in our work.

4.4 Methods

Based on other studies and researches, We can propose two methods to address an
end-to-end speech transformation problem.

4.4.1 First method

We can design an auto-encoder which uses speech wave x; as input and outputs
the generated signal with desired target speaker signal 1;. We also try to use
existed speaker embedding extraction models to generate source and target speaker
embeddings.

In the Encoder part, we encode the signal to a source feature embedding 2.
We concatenate target speaker embedding to z;,. which will be fed into decoder
part. For the encoder architecture, we can use conformer blocks which used in
Wav2Vec paper.

In the Decoder, we fed the decoder the countenance of two zs. and z.
vectors. The output of the decoder y; is the generated signal with target speaker
characteristics. Moreover, as we observed in SoundStream paper, we can provide a
discriminator to maintain high fidelity output speech audio.
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The main objective is to reconstruct low level phonemes with new speaker. To
this end, we have to reconstruct the speech data while the speaker embeddings of
source and target maintain their similarity. The generated signal should have almost
identical phonemes as source. The main loss function £; should be a combination
of speaker’s feature matching loss Ly, and reconstruction of the original audio
L,cc. We have also generator loss Lgep.

['t = )\»Crec + »Cfm + »Csfm + ['gen (42)

4.4.2 Second method

In the first approach we have a trade-off between maintaining the target speaker
characteristics and reconstructing the exact input signal, which is not desirable.
If we pay attention to reconstruction, we do not obtain good speaker’s target
embedding in output, if we pay more attention to changing speakers, we can have
bad reconstruction. To address this issue we propose another approach.

We have models that transform speech to speech, but it is not end-to-end. We
can use these models to generate new dataset. In the new dataset we have source
speech data as x and the main objective is to reconstruct the input x.

The architecture of the model will be the same as first approach that we saw in
Figure 4.4. However, we do not consider Ly,,, instead we adopt another loss from
discriminator for matching target and source signal.

Having a good speaker embedding extractor is a key component to our research.
In the next two weeks I will research state-of-the-art speaker recognition models.
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Meanwhile, I try to investigate current existed not end-to-end deep fake speech
transformation which can be acquired to generate new dataset. Furthermore, I dig
deep into current speech datasets used in current research works.
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Chapter 5

Speaker Recognition Tasks

Let’s consider related papers! in speaker recognition tasks. Moreover, I analyze
works that perform an end-to-end speech analysis. Furthermore, I dig deep in
current datasets that can be used in our work.

Automatic speaker verification (ASV) [100] is a task to verify whether a given
utterance is from a claimed enrolled speaker. In our project, detecting speakers and
extracting good representations for each speaker plays a crucial role in developing
the future model. I have analyzed two of most recent state-of-the art papers.

5.1 ECAPA-TDNN

In this paper [101], they proposed multiple enhancements to the Time Delay
Neural Network (TDNN) [102] based on recent trends in the related fields of face
verification and computer vision. Firstly, the initial frame layers can be restructured
into 1-dimensional Res2Net modules with impactful skip connections.

Before using neural networks for speaker recognition, statistic models were
used. One of the most notable method was extracting I-vectors [103]. I-vectors
are one dimensional vectors which represent speaker features. After I-vectors,
x-vectors [104] introduced which had DNN based architecture as we see in Figure
5.1. x-vectors and their subsequent improvements have consistently provided
state-of-the-art results on the task of speaker verification.

5.1.1 Time Delay Neural Network (TDNN)

For contextual modelling in a TDNN, each neural unit at each layer receives input
not only from activations/features at the layer below, but from a pattern of unit

T try to summarize their paper, so most of the reviews are based on the original paper.
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Figure 5.1: Illustration of DNN based architecture for speaker embeddings

output and its context. For time signals each unit receives as input the activation
patterns over time from units below. Applied to two-dimensional classification
(images, time-frequency patterns), the TDNN can be trained with shift-invariance
in the coordinate space and avoids precise segmentation in the coordinate space.

5.1.2 Model Architecture

Two types of DNN-based speaker recognition architectures will serve as strong
baselines to measure the impact of their proposed architecture. These two types
are:

1. Extended-TDNN x-vector: The first baseline system is the Extended
TDNN x-vector [104] architecture and improves upon the original x-vector
system. The initial frame layers consist of 1-dimensional dilated convolutional
layers interleaved with dense layers. Every filter has access to all the features
of the previous layer or input layer. The task of the dilated convolutional
layers is to gradually build up the temporal context.

2. ResNet-based r-vector: The second baseline system is the r-vector system.
It is based on the ResNetl8 [105] and ResNet34 implementations of the
successful ResNet architecture.
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Figure 5.2: Structure of TDNN
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Figure 5.3: Full architecture of ECAPA-TDNN

Speaker embeddings are extracted from the final fully connected layer for all
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systems. All the scores are normalized using adaptive s-norm. We have a 1-
dimensional embedding with 1024 size. The EER on VoxCeleb [106] dataset was
0.87 which we compare it with the next paper.

5.1.3 Usage

As discussed in the previous section, we require a robust representation of speaker
features. The research mentioned above is a suitable fit as it offers a state-of-the-art
model for creating embeddings for speakers.

5.2 MFA-Conformer

In this paper [107], they presented Multi-scale Feature Aggregation Conformer
(MFA-Conformer), an easy-to-implement, simple but effective backbone for au-
tomatic speaker verification based on the Convolution-augmented Transformer
(Conformer). The architecture of the MFA-Conformer is inspired by recent state-
of-the-art models in speech recognition and speaker verification.

In previous paper, they used CNNs for TDNN architecture. However, despite
the great success, CNN still has its limitations. It mainly focuses on local spatial
modeling, but lacks of global context fusion. CNNs-based models can not handle
the long range dependencies very well.

Conformer Block
Convolution Linear i isti hNorm Speaker
Fbank Conf Block LayerN
ani s% N 2 H Drop out | onformer Zc |—-| Concat H ayerNorm H Pooling H linear }— O
: X
Conformer Block

Figure 5.4: Full architecture of MFA-COnformer

MFA-Conformer is an easy-to-implement and effective backbone for speaker
embedding extraction. Firstly, the input acoustic feature is processed by a convo-
lution subsampling layer to decrease the computational cost. Secondly, we adopt
Conformer blocks which combine Transformers and convolution neural networks to
capture the global and local features effectively.

5.2.1 Use case

In this work, we have seen new architecture for extracting embeddings. This model
outperforms previous ECAPA-TDNN paper. They have reached an EER of 0.64 in
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VoxCeleb datasets. The final vector is one dimensional with size 204R.
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Chapter 6
Language Models

In this section we analyze the current state-of-the-art language models. The most
recent one is AudioLM [108] which developed by google research team.

6.1 LLaMA Overview

As discussed previously, transformers form the basis of our model architecture,
offering advantages in capturing temporal features from the input. To enhance the
performance of a vanilla transformer, we can add new layers and state-of-the-art
modules and methods.

In this section, I aim to discuss the innovations introduced in the recent language
model published by Meta. While the LLaMA [109] paper primarily focuses on text
language modeling, it incorporates state-of-the-art components into the transformer
model. We can integrate these components into the two transformer models
discussed earlier. The most crucial components of this paper include:

KV cache

RMSNorm

SwiGLU

Grouped Query Attention

Rotary Positional Embedding

6.1.1 KYV cache

Before we discuss about KV cache and group query attention, we need to see how
self-attention works.
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Self-attention

Self-attention, also known as scaled dot-product attention, is a crucial component
of the Transformer architecture. It allows the model to weigh the importance of
different words in a sequence when processing each word. This mechanism enables
the model to consider the context of each word in relation to all other words in the
sequence.

Attention(Q, K, V) ft (QKT> Vv (6.1)
ention(Q, K, V) = softmax .
Vi

Where @) is the query matrix, K is key, V is the value matrix and dj, is the
dimensionality of the model.

Caching Key and Value

From attention mechanism, we know that every predicted token has attention
with it’s previous tokens. In the inference phase we do not need all the tokens
embedding, the last token captures information of the previous tokens. KV cache
is a method to reduce the computation costs during inference.

6.1.2 RMSNorm

In vanilla transformer we use LayerNorm (layer normalization) [110]. In general,
we want to avoid internal covariate shift because it makes the training slower as the
neurons are forced to re-adjust drastically their weights in one direction or another.

e STEM g (6.2)

v/ VAR[z] + ¢

Where ~v and 8 are learnable parameters that allow model to amplify the
scale of each feature. We calculate E[x] and VAR[z] for each rows. With batch
normalization we normalize by columns (features) and with layer normalization we
normalize by rows (token embeddings).

A well known explanation of the success of LayerNorm is its re-centering and
re-sxaling invariance property. In RMSNorm [111] we hypothesize that the re-
scaling invariance is the reason for success of LayerNorm, rather than re-centering
invariances.

T; = Lgi, where RMS(z) =

RMS(Y) > a2 (6.3)

As we can see in the above formulation, we don’t need to calculate the mean and
apply subtract it from our data. We have also g; which is a learnable parameter.
The main advantage of this normalization, is it requires less computation.
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6.1.3 SwiGLU

Feed forward layer in vanilla transformer is a linear layer with ReLLU activation
function [deep]. However, we have seen good performance with enhanced version
of ReLU activation functions. For the vanilla transformer we had:

FFN(JJ) = max(O, l‘Wl +b1)W2 —I—bz (64)

In SwiGLU [112] we use swish [113] function with 3 = 1. In this case it’s called
the Sigmoid Linear Unit (SiLU) function [114].

T

swish(x) = x sigmoid(fx) = ppp— (6.5)
Now for the new feed forward layer we can have:
FFNSwszU(l',I/V,Vv,Wz) = (S’LUZShl(JIW) ®$V)W2 (66)

It is also used in LLaMA [109]. In Figure 6.1 we can see the difference between
ReLU and SiLU activation function.

— SiLU
R e, U

e
o
T

Figure 6.1: RelLU and SiLU activation function

35



Language Models

6.1.4 Grouped Query Attention

In recent years, GPUs have become very fast at performing calculations, insomuch
that the speed of computation (FLOPs) is much higher than the memory bandwidth
(GB/s) or speed of data transfer between memory areas.

This implies that sometimes, the bottleneck is not determined solely by the
number of operations we perform but also by the amount of data transfer required
for these operations. The latter is contingent on the size and quantity of tensors
involved in our calculations.

For example, computing the same operation on the same tensor N times may
be faster than computing the same operation on N different tensors even if they
have the same size, this is because the GPU may need to move the tensors around.

We can conclude that our goal should not only be to optimize the number of
operations we perform but also to minimize the memory access we undertake. For
the grouped query attention [115], we remove h dimension (number of heads) from
the K and the V', while keeping it for the (). Therefor, all the different query heads
share the same keys and values. The performance gains are important, while the
model’s quality degrades only a little bit.

Multi-head Grouped-query Multi-query

Values

000000 0000 D
A

Figure 6.2: Overview of different attention mechanisms

In the vanilla transformer we have Multi-Head attention which has high quality
but it is slow in computation. In Multi-Query attention we have loss in quality
but high speed in computation. In the Grouped Multi-Query attention there is
a good compromise between quality and speed.

6.1.5 Rotary Positional Embedding

For using transformers we need to use specific positional encoding layer. In the first
paper [10] they have used absolute positional encoding, however better approaches
proposed where it increase the performance and speed of the model. In this section
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we analyze different existing positional encoding.

Absolute Positional Encodings For transformers, it is essential to have a rep-
resentation that captures the positions of the tokens. The vanilla transformer
uses absolute positional encoding, where no learnable parameter is involved in
this transformation. In other words, absolute positional embeddings are fixed
embeddings that are added to the original embeddings. This method deals with
one token at a time.

@)Wy
1] \/d_z

Relative Positional Encodings On the other hands, relative positional encodings
[116] deals with two tokens at a time and it is involved when we calculate the
attention. Since the attention mechanism captures the intensity of how much two
tokens are related to each other, relative positional encodings tells the attention
mecahnism the distance between two tokens involve in it. Given two tokens, we
create a vector that represents their distance.

(6.7)

(@ W) (W - af)”
o V.

As we can see in the formula above, for calculating attention scores we have also
included a;; which represents the distance between two tokens. In addition of two
weight vectors we have also a distance metric.

Rotary Encoding The dot product used in the attention mechanism is a type
of inner product, which can be thought of as a generalization of the dot product.
In rotary positional encodings which first introduced in RoFormer [117], we are
looking for an inner product over two vectors ¢ (query) and k (key) that only
depends on the two vectors and the relative distance of the tokens.

For the encoding, we consider two token embedding vectors z,, x) as query and
key and their position m and n, respectively. Their position-encoded counterparts
are:

(6.8)

Gm = fq(xqam)>
kn = fy(xg,m)
Where the subscripts of ¢, and k, indicate the encoded positions information.

Assume that there exists a function g that defines the inner product between vectors
produced by frg -

(6.9)

Gk = g(Tm, T, 0 —m) (6.10)

We define a function g like the following that only depends on the two embedding
q and k and their relative distance:
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(T, Tnym —m) = Re[(Won) (Wi, ) e 9] (6.11)

The rotary position embedding only applied to the query and the keys, but not
the values. Moreover, these embeddings are used after the vector ¢ and k have
been multiplied by the W matrix in the attention mechanism, while in the vanilla
transformer they’re applied before.

6.2 AudioLM

AudioLM [108], a framework for high-quality audio generation with long-term
consistency. AudioLM maps the input audio to a sequence of discrete tokens
and casts audio generation as a language modeling task in this representation
space. AudioLM learns to generate natural and coherent continuations given short
prompts. When trained on speech, and without any transcript or annotation,
AudioLM generates syntactically and semantically plausible speech continuations
while also maintaining speaker identity and prosody for unseen speakers.

‘E: ® ©® @ Semantic tokens (with w2v-BERT)

[linguistic content, intonation]

‘ E: Acoustic tokens (with SoundStream)
[speaker-id, recording conditions, acoustic quality]

Figure 6.3: AudioLM token generators

AudioLM models an audio sequence hierarchically, from semantic tokens up to
fine acoustic tokens, by chaining several Transformer models, one for each stage.
Each stage is trained for the next token prediction based on past tokens, as one
would train a text language model. The first stage performs this task on semantic
tokens to model the high-level structure of the audio sequence.

In the second stage, we concatenate the entire semantic token sequence, along
with the past coarse acoustic tokens, and feed both as conditioning to the coarse
acoustic model, which then predicts the future tokens. This step models acoustic
properties such as speaker characteristics in speech or timbre in music.
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Figure 6.4: Structure of audioLM architecture

In the third stage, we process the coarse acoustic tokens with the fine acoustic

model, which adds even more detail to the final audio. Finally, we feed acoustic
tokens to the SoundStream decoder to reconstruct a waveform.

After training, one can condition AudioLM on a few seconds of audio, which

enables it to generate consistent continuation. In order to showcase the general
applicability of the AudioLM framework, we consider two tasks from different audio
domains:

Semantic
modeling

Coarse

i
Semantic tokens W‘W

!

s tlotoK Coarse acoustic tokens SolndSteam Decoder
acoustic modeling SNt HOKenS (from layers 1:Q’ of the RVQ) o

Fine

acoustic modeling

I Coarse acoustic tokens I Fine acoustic tokens
( )

(from layers 1:Q"' of the RVQ) from layers Q'+1:Q of the RVQ

Figure 6.5: Three stages of audioLM generation

6.2.1 Use case

Although this paper was originally introduced to show a good language model
for audios, it can also be used as an end-to-end audio synthesis application. For
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end-to-end transformation, we can skip the first stage and use semantic tokens of
source speech combined with coarse acoustic tokens of target speaker to generate
new high fidelity speech data.

The AudioLM framework is a general audio generation language model used for
different purposes. We want to develop a specific model to re-synthesis the speech
data. However, we can use their work and try to use their novel idea in our work
with new and better methods.
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End-to-End Voice
Conversion

7.1 ACE-VC

In this work, they proposed a zero-shot voice conversion method using speech
representations trained with self-supervised learning. First, they develop a multi-
task model to decompose a speech utterance into features such as linguistic content,
speaker characteristics, and speaking style. Their framework for voice conversion
consists of three major components that are trained separately.

1. SSL based Speech Representation Extractor (SRE) The goal of the SRE is
to extract disentangled speaker and content representations from a given
audio waveform. To this end, they utilized the Conformer model trained in a
self-supervised manner as the backbone of our framework.

2. upstream MelSpectrogram synthesizer The task of the synthesizer is to recon-
struct the ground-truth mel-spectrogram from the representations given by
the SRE.

3. HiFi-GAN [99] vocoder This vocoder is used to generate new wav audio with
high fidelity quality.

They used a training strategy based on Siamese networks that encourages
similarity between the content representations of the original and pitch-shifted
audio.

In this work, they tried to simulate an artificial speaker by changing pitch of
the source speech. For the speech representations they trained an ASR model
and speaker verification model, With the combination of two embeddings they
generated mel-spectrogram of new speech audio and fed it in HiFi-GAN vocoder.
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Figure 7.1: ACE-VC general architecture

With changing pitch of the audio, the main characteristics of speaker will be
the same. They do not use different speakers. We want to capture all the linguistic
and other features of real target speakers in source speech.

7.2 HiFI-VC

In this work, they propose a new conditional GAN architecture, which is capable
of directly predicting a waveform from intermediate features. In particular, they
use HiFi-GAN vocoder for a general decoding task.

They combine ideas from ASR-based content encoding with a GAN generation
approach to achieve high-quality any-to-any voice conversion.

Output waveform combines linguistic information and prosody from the source
sample with reference timbre. The ASR model is used as a linguistic encoder, while
the pitch encoder provides prosody information. Pretrained ASR model used in
the content encoder is freezed during training.

During training, they freeze the ASR model and simultaneously optimize parame-
ters of the FO encoder, speaker embedder, decoder network and GAN discriminators.
We do this by combining modified HiFi GAN losses [99] with speaker embedder
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Figure 7.2: HiFi-VC architecture

regularization loss from NVC-Net [86].

They use the VCTK dataset for training baselines and our model. A robust
ASR feature extractor along with a speaker embedder allows this method to solve
general any-to-any conversion tasks. According to multiple experiments involving
subjective and objective evaluation, our method achieves better voice conversion
than the baselines in terms of voice quality, similarity and consistency

7.3 FreeVC

FreeVC [54] is a text-free one-shot VC system named FreeVC, which adopts the
framework of VITS for its brilliant reconstruction ability, but learns to disentangle
content information without the need of text annotation.

Ymel ™| Encoder
(a) Training procedure (b) Inference procedure

Figure 7.3: FreeVC training architecture

Speech embeddings are extracted in downstream tasks such as speech recognition
[118], speaker verification [119], and voice conversion [120], demonstrating the poten-
tial power of SSL features over traditional acoustic features like mel-spectrograms.
WavLM [65] is used to extract SSL features from waveform, and a bottleneck
extractor is introduced to extract content information from SSL features. There
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is also a proposal for spectrogram-resize (SR) based data augmentation, which
distorts speaker information without changing content information, to strengthen
the disentanglement ability of the model. To achieve one-shot VC, a speaker
encoder is used for speaker information extraction.

7.4 Diff-HierVC

For hierarchical VC, a two-stage diffusion model is introduced, comprising DiffPitch
and DiffVoice. DiffPitch initially converts the FO with the target voice style, and
the converted FO is then fed to DiffVoice to hierarchically convert the speech with
the target voice style. The details of each diffusion model are described as follows.

Speech Disentanglement DiffVoice
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Encoder
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Figure 7.4: Diff-HierVC training architecture

As illustrated in Figure 7.4, the process begins with the analysis of speech into
representations of content, pitch, and style:

1. Data perturbation [121] is applied to the input waveform to eliminate content-
irrelevant information. Subsequently, content features are extracted from the
intermediate layer representation of XLS-R [77], a pretrained self-supervised
model using a large-scale cross-lingual speech dataset.

2. A style encoder [122] is utilized to extract the voice style, which represents
the speaker’s style from the Mel-spectrogram. The style embedding serves as
a guide for both the content encoder and pitch encoder.

3. A fundamental frequency (FO0) is extracted using the YAAPT algorithm
[123] with a 4x higher resolution than the Mel-spectrogram for precise pitch
extraction. The content encoder receives log(F0+1), and the pitch encoder
takes the normalized FO as the mean and variance of the source speaker’s F0.
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7.5 LVC-VC

The authors propose a novel end-to-end model for zero-shot voice conversion based
on the architecture of a neural vocoder. Additionally, they apply LVCs to the voice
conversion task, showing that they enable efficient and interpretable combination
of speaker and content information in the voice conversion process. Finally, they
demonstrate that their model achieves a much better trade-off between audio
quality and accurate voice style transfer compared to other baselines.

7.5.1 Location-variable convolutions (LVCs)

Many speech generative models [87, 124, 98] are implemented using a WaveNet-like
structure, in which dilated causal convolutions are applied to capture the long-term
dependencies of a waveform. This necessitates a large number of convolution kernels
to capture the many time-dependent features that arise in speech. A network
with similarly variable kernels depending on the conditioning features could be
able to model long-term dependencies in audio more efficiently than fixed-kernel
methods. Inspired by this idea, location-variable convolutions (LVCs) [125] use
different convolutional kernels to model different intervals in an input sequence
depending on the corresponding “local” sections of a conditioning sequence.

To do this, LVCs utilize kernel predictor networks which generate kernel weights
given a conditioning sequence, such as a mel spectrogram. Then, each interval
of the input sequence has a different convolution performed on it depending on
the temporally associated section of the conditioning sequence. This gives LVCs
more powerful capabilities for modeling long-term dependencies in audio because
they can flexibly generate kernels that directly correspond to different conditioning
sequences.

A neural vocoder is utilized as the backbone architecture for LVC-VC, incorpo-
rating LVCs. Taking appropriately designed content and speaker features as inputs
to the LVC kernel predictors, the model efficiently combines their information to
perform voice conversion while directly synthesizing audio.

7.6 QuickVC

In this study, a fast and high-quality voice conversion model is implemented. The
main contributions of this paper are summarized as follows:

e The proposal of the QuickVC model, which combines the high-quality speech
synthesis model VITS with the speech content feature extraction model
HuBERT-Soft to achieve high-quality any-to-many speech conversion.
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Figure 7.5: LVC-VC training architecture

e In the VITS-based speech reconstruction part, the decoder structure is light-
ened to speed up the model. The inference speed of the model on the CPU is
up to 280KHz.

e To enhance the model’s focus on content information in the input features, a
data augmentation method is employed during the training process, improving
the naturalness and similarity of the results.

The QuickVC model comprises a speaker encoder, a prior encoder, a posterior
encoder, an MS-iSTFT-Decoder, and a discriminator, with the architectures of the
posterior encoder and discriminator following VITS. Subsequent subsections will
focus on describing the prior encoder, speaker encoder, and MS-iSTFT-Decoder.
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Figure 7.6: QuickVC training architecture

7.6.1 Prior encoder

The prior encoder consists of HuBERT-Soft, a content encoder, and a normalizing
flow. As the input is no longer text but speech, the text encoder in VITS becomes
HuBERT-Soft and the content encoder. HuBERT-Soft is a kind of feature extractor
using HuBERT-Base as a backbone. HuBERT-Soft takes the raw waveform as
input and produces a 256-dimensional

7.6.2 Speaker encoder

The speaker encoder is responsible for generating an encoded speaker representation
from an utterance. It is trained from scratch alongside the rest of the model. The
network structure of the speaker encoder comprises one layer of LSTM structure
and one layer of fully connected layers. Mel-spectrograms are extracted from the
audio signal and used as input to the speaker encoder. It is assumed that the
output of the content encoder does not contain any speaker information. The
model then replaces the missing speaker information based on the input from the
speaker encoder to synthesize speech.

7.6.3 MS-iSTFT-Decoder

The decoder module is identified as the primary bottleneck in VITS, as indicated by
previous research. In VITS, the decoder architecture is derived from the HiFi-GAN
vocoder, employing a repeated convolution-based network for upsampling the input
acoustic features. Drawing from the decoder architecture in MS-iSTFT-VITS, the
decoder sequentially follows these steps:

First, the VAE latent variable z is conditioned on the speaker embedding g.
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Subsequently, z undergoes upsampling through a sequence of upsample convolu-
tional residual blocks (ResBlock) [126]. The upsampled z is then projected to the
magnitude and phase variables for each sub-band signal. Using these magnitude
and phase variables, the iSTFT operation is executed to generate each sub-band
signal. Finally, these sub-band signals are upsampled by inserting zeros between
samples to align with the sampling rate of the original signal. They are then
integrated into full-band waveforms via a trainable synthesis filter.

7.7 YourTTS

In this paper, YourTTS is proposed with several novel ideas focusing on zero-
shot multi-speaker and multilingual training. The study reports state-of-the-art
zero-shot multi-speaker T'TS results, as well as results comparable to the state of
the art in zero-shot voice conversion for the VCTK dataset. The novel zero-shot
multi-speaker T'T'S approach includes the following contributions:

o Introducing the first work proposing a multilingual approach in the zero-shot
multi-speaker TTS scope.

o Demonstrating the ability to perform zero-shot multi-speaker TTS and zero-
shot Voice Conversion with promising quality and similarity in a target lan-
guage using only one speaker in the target language during model training.

e Requiring less than 1 minute of speech to fine-tune the model for speakers who
have voice/recording characteristics very different from those seen in model
training, yet still achieving good similarity and quality results.

7.8 TriAAN-VC

In this study, Triple Adaptive Attention Normalization VC (TriAAN-VC) is pro-
posed, consisting of an encoder-decoder and an attention-based adaptive normaliza-
tion block. This framework is designed for non-parallel any-to-any voice conversion
tasks. The proposed adaptive normalization block is responsible for extracting
target speaker representations and facilitating conversion while minimizing the loss
of the source content using siamese loss [127].
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Chapter 8
Datasets

In this section we investigate different available datasets used in different papers.
We then select the most prominent dataset for our research.

8.1 TIMIT

One of the first and old datasets is The TIMIT [128] corpus of read speech is designed
to provide speech data for acoustic-phonetic studies and for the development and
evaluation of automatic speech recognition systems. TIMIT contains broadband
recordings of 630 speakers of eight major dialects of American English, each reading
ten phonetically rich sentences.

TIMIT dataset is so clean and does not consider noises exists in real world. We
need datasets with more speakers and recording conditions.

8.2 LibriSpeach

LibriSpeech [129] is a corpus of approximately 1000 hours of read English speech
with sampling rate of 16 kHz. The data is derived from read audiobooks from the
LibriVox project, and has been carefully segmented and aligned. LibriSpeach has
different variations for test and training.

This dataset provide different recording condition and more speakers compared
to TIMIT. However, this dataset is still small for our task.

8.3 LibriLight

The training set is composed of unlabeled audio [130], limited supervision training,
and unaligned text. Unlabelled audio: 60K of unlabelled speech extracted
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and processed from LibriVox audiobooks. It contains speech from over 7,000
unique speakers. We removed duplicates and corrupted data, and added voice
activity detection, signal to noise, genre, and unique speaker IDs in order to help
study the impact of these side variables on unsupervised methods. The dataset is
distributed in three disjoint subsets of different durations: unlab-60kh, unlab-6kh,
and unlab-600h, respectively.

Limited supervision training set: We provide the orthographic and phonetic
transcription (the latter being force-aligned) for three subsets of different durations:
train-10h, train-1h and train-10min.

Unaligned text: We rely on the LibriSpeech LM training set, which is based
on the 14K books from the open source Gutenberg repository.

This dataset has the quantity we need for training. However, we use this dataset
only for training. Other papers I reviewd tried to train models with this dataset
and compared their results with testing on LibriSpeech. AudioLM paper which we
discussed, used the same method. Therefore, we can have good metrics to compare
the models.

8.4 VCTK

This CSTR VCTK [131] Corpus includes speech data uttered by 110 English
speakers with various accents. Each speaker reads out about 400 sentences, which
were selected from a newspaper, the rainbow passage and an elicitation paragraph
used for the speech accent archive. The newspaper texts were taken from Herald
Glasgow, with permission from Herald and Times Group. Each speaker has a
different set of the newspaper texts selected based a greedy algorithm that increases
the contextual and phonetic coverage.

8.5 LibriTTS

It is derived from the original audio and text materials of the LibriSpeech corpus,
which has been used for training and evaluating automatic speech recognition
systems. The new corpus inherits desired properties of the LibriSpeech corpus
while addressing a number of issues which make LibriSpeech less than ideal for text-
to-speech work. The released corpus consists of 585 hours of speech data at 24kHz
sampling rate from 2,456 speakers and the corresponding texts. Experimental
results show that neural end-to-end TTS models trained from the LibriTTS [132]
corpus achieved above 4.0 in mean opinion scores in naturalness in five out of six
evaluation speakers
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Chapter 9

Language Model Based
Voice Conversion

In this section I try to demonstrate all the key components of the first proposed
framework. I have designed the different model’s components.

Feature Extraction Block Acoustic Generation Block Speech Generation Block

Figure 9.1: Structure of proposed end-to-end model

In the Figure 9.1 we have the overall architecture of the model. For the input
we have two signals. Since we do not have a reliable end-to-end dataset for the
model, both signals are from the same speaker in training phase.

a. Source speech signal: The signal which we want to covert it with a new
speaker. However, we do not have access to target speaker.

b. Prompt signal: It is a sample speech from the target speaker from target
speaker’s speech. For the training phase we just try to reconstruct the audio with
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the same target speaker we used as source signal.
The model contains three main blocks:

1. Feature Extraction Block: In this block, we try to encode and extract
features from source speech signal and target prompt signal.

2. Acoustic Generation Block: The extracted features will be used to generate
target acoustic embeddings.

3. Speech Generation Block: Target acoustic embeddings will be used to
generate new speech signal.

Each of these blocks contain different components. Now we go deep in each
block.

9.1 Feature Extraction Block

In this block we extract three sets of features using three state-of-the-art models.
Each of these features are important for generating acoustic tokens and target
speech signal.

9.1.1 Speaker Representation Extractor

This model extracts speaker features from prompt speech signal. The extracted
embedding has informative representations of the prompt speaker’s characteristics.

ﬁl’A—C onformer \

Speaker
Representation Fbank —>|
Extractor

Convolution
Upsampling

Figure 9.2: Speaker Representation Extractor model architecture

For this step, we can choose MFA-Conformer as I described earlier. We will
use pre-trained models in this section. We extract source speaker embeddings in
training phase.
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9.1.2 Context Representation Extractor

The main duty of this module is to extract context information in a speech
signal. The context embedding describes low level features such as low level text
representations in a speech signal. This representation should not provide any prior
information regarding speakers characteristics and linguistics features.
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Figure 9.3: Context Representation Extractor model architecture

We use intermediate layer of w2v-BERT [89] model. We only need context
embedding of source speech signal.

9.1.3 Coarse Acoustic Extractor

As we discussed before about SoundStream paper, in the RVQ part we have acoustic
tokens. First layer of RVQ represent coarse features in a speech signal, while last
RVQ layers represent fine features.

We use first layers of RVQ for representing a second representation of target and
source embedding. We extract coarse acoustic tokens along side MFA-Conformer
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Figure 9.4: Coarse Acoustic Extractor architecture

embeddings to represent target speaker’s features.

9.2 Acoustic Generation Block

In the previous block, we extracted context information of source signal and then
speaker features of prompt speech. In this block, we disentangle these features,
and we pass it to acoustic generator model. This model generates target acoustic
embedding. In the training phase we want to increase similarity between this
embedding and source acoustic embedding. Therefore, we define a loss function to
increase the similarity between the logits of the predicted target speech and actual
tokens.

9.3 Speech Generation Block

We use the generated acoustic tokens to generate speech signal. For the speech
generation, we use SoundStream decoder. The decoded signal will be similar to
source signal with target speakers characteristics.

Moreover, after decoding the target speech signal, a discriminator will be used
to increase the fidelity of final output speech. Furthermore, the generated signal
will be fed into speaker representation extractor module and the output embedding
will be compared with the target prompt speaker embedding and source speaker
embedding (for the training part). We also define a reconstruction loss for the
source and output signals.
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Figure 9.5: Decoder architecture

9.4 Loss function

We want to decode fine tokens from the logits of the last layer of decoder. We have
to define a loss function for our design that can suitably predict tokens of the RVQ
layers. We have used cross entropy loss for this approach.

Cross Entropy Loss:

The cross entropy loss, often used in machine learning for classification tasks,
measures the difference between the predicted probability distribution (¢) and the
true probability distribution (p).

It is defined as:

H(p,q) = = >_p(i)logq(i)

where: H(p,q) denotes the cross entropy between probability distributions p
and ¢. p(i) is the probability of event i according to the true distribution p. ¢(7) is
the probability of event ¢ according to the predicted distribution g. The sum is
taken over all events i for which both p(i) and ¢(i) are non-zero.

The goal is to minimize the cross entropy loss, which effectively means making
the predicted probability distribution (¢q) as close as possible to the true distribution

(p)-

9.5 Design

I will discuss the model components responsible for generating the final acoustic
tokens.

As discussed in the previous part, three main blocks are required to transform
the source speech into new speech while changing the speaker to a new one. The
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first block (feature extraction block) and the third block (speech generation block)
do not require any training, as we use pretrained models. Therefore, for the first
proposed model, we only design the acoustic generation model.

Furthermore, we have modified the previous architecture. In the new configura-
tion, I eliminated the speaker embeddings block during the first phase of training.
As the first model proposal consists of transformers, I employed cross-entropy loss.
In Figure 9.6, the new architecture is shown. The MFA-Conformer extractor is no
longer present; instead, we concentrate on coarse tokens of the target prompt.

Feature Extraction Block Acoustic Generation Block

Speech Generation Block

Figure 9.6: New model architecture

Furthermore, instead of wav2vec2-BERT [89] we used HuBERT [63] and Encodec
[96] instead of SoundStream [93]. The Encodec model have better accuracy than
SoundStream. Hubert model generates tokens that can have 0 t 500 values (token
size).

9.5.1 Second Block Components

In the second block, we have two transformers that operate hierarchically. The
first model, the coarse acoustic generator, generates coarse embeddings of the final
target speech signal based on source context tokens and target prompt coarse
tokens. In Figure 9.7, the complete architecture of the generator block is illustrated,
where two transformers are stacked together.

In the second model, the fine acoustic generator, generates the fine tokens of the
target speech signal based on target speech coarse embeddings and source context
tokens. A similar architecture has been observed in AudioLM [108].
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Figure 9.7: Generator block architecture

9.5.2 Coarse Generator Model

We propose coarse generator for generating coarse tokens suitable for Encodec
decoder module. The base architecture of this module is vanilla transformer [10].
This model takes context tokens of source speech and coarse tokens of target prompt
as input to generate the coarse acoustic tokens of target speech signal. I used cross
entropy loss as below:

H(p,q) = Y p(z)log(q(z)) (9.1)

xeT,

Where p(x) is the true probability distribution (one-hot) and g(z) is the predicted
probability distribution. T, denotes as input token size. After we predicted the
coarse tokens, we use them to generate fine tokens.

9.5.3 Fine Generator Model

In this block, we generate fine tokens with respect to the coarse tokens generated
from the previous block and context semantic tokens. During the generation of fine
tokens, the coarse generator model will not be optimized and will only be used as a
pretrained model. In other words, its parameters don’t need gradients calculations.
After separately training these two transformers, we stack them together and use
them as an inference model to generate target acoustic tokens, which will be fed
into the Encodec decoder.

9.5.4 Experimental Setups

In this part, I provide a description and usage guide for key implementations that
I developed during the training phase. I offer an overview of the main classes, their
methods, and the underlying concepts behind each one.
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Libri-Light Pre-Processing

As T mentioned in the previous parts, we use Libri-Light [130] small version for the
first part of the training. For training, we utilized two pretrained models to extract
features and one transformer model for training purposes. Pre-processing is a crucial
stage in our work, aiming to achieve high accuracy while keeping computational
costs low. Some challenges encountered during the data pre-processing stage
include:

1. Different duration sizes
2. High computation cost for extracting features
3. Difference in different books

4. Multiprocessing with different GPUs

For the first problem, I wrote a modular algorithm that can cut audio files with
respect to the maximum and minimum length.

In the cutsequence function we receive the original audio from the dataset and
we cut the audios based on the VAD (voice activity detection) metadata file we
have. This metadata file contain the periods that we have speech activity in original
file. Moreover, arguments minseq and maxseq represent the final output bounds.

Creating paths

For extracting features and loading audio files to the Datal.oader, we need to create
a file that contains different set of paths. For improving the speed of the project, I
developed the codes independently from feature extraction phase.

In this function, a special argument, n,epeats, is introduced. In our work,
we aim to reconstruct one speech with various prompts from the same speaker,
not just a single prompt. As mentioned earlier, a challenge encountered during
pre-processing was the varying quality of different books within the same speaker,
which could potentially impact the model’s performance. In this function, we
addressed this challenge by paying separate attention to different books.

Pre-trained wrappers

In the initial run, I attempted to train the model while simultaneously extracting
features, resulting in a decrease in performance. In the second attempt, I opted to
separate the feature extraction from the training phase.

We define two wrappers for extracting feature. First wrapper is HubertT okenizer)|
which extract token ids from speech signals. All the speech signals should be sam-
pled with sr = 16000 in this stage.
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The second wrapper is EncodecT okenizer wrapper which return acoustic tokens
from Encodec model. For the training we use 6KHz bandwidth which has 8
quantized layers ) = 8. The first two layers represent the coarse features and the
next six layers represent fine tokens. Since the model is trained on 24kHz dataset,
we need to resample the input data from 16kHz to 24kHz.

Configurations

We define a dataclass to manage hyperparameters needed for extracting the data.
Some of these hyperparameters should be identical to training configuration.

Maximum length collation

We encounter various speech lengths in the transformed dataset. To batch them
using the Datal.oader module in PyTorch, it’s necessary to collate each batch to
the maximum length present within that specific batch before passing it to the
DatalLoader. To accomplish this, we employ the following collate function.

When we extract tokens with batches, for each batch entry we have some
repetitive tokens with different sizes. We need to replace them with padding tokens
to maintain consistency in the training.

After we calculated the unique consecutive batches, we save them in memory
map array in a NumPy array. Since we use multiple GPUs, we save one file for
each GPU. In conclusion, we reduced the computation cost in the final training
stage of the model.

Training

In this part I try to illustrate the training steps of the transformer model for
predicting coarse tokens.

Configurations

For the training we use a specific configuration. Some arguments should be identical
to the extraction phase.

Since we are concatenating coarse tokens and semantic tokens, we define an
argument tokens_matching , which increases the minimum token size of coarse
tokens to avoid overlapping between tokens.

Training Wrapper

We have CoarseM odelTrainer class which is used to train the transformer model.
We use Distributed Data Parallel (DDP) training from torch to run the the model
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on multiple GPUs. These wrapper has full compatibility with multi GPU training.
You can see the implementation detail in the appendix.

For the fine transformer we use FineModelTrainer which is identical to the
coarse model. We use output of the coarse model as an input for the fine model.

9.5.5 Results

Despite our efforts to enhance the performance and accuracy of the model, we
were unable to achieve good results. The initial model design did not perform as
expected. In the first run, the model had a training time of 220 hours per epoch.
After optimizing the pre-processing and implementing the methods discussed earlier,
the training time was reduced to 12 hours per epoch. However, while the model
showed progress, the pace was too slow to be sustainable.

We must take into account that the final architecture involves two transformers,
with the fine transformer being more complex than the coarse transformer. Conse-
quently, training both models hierarchically could be deemed an impractical task.
In summary, the developed model had some downsides as bellows:

1. High complexity
2. Slow training
3. Token dependency

4. Not involving the decoder

The original AudioLLM paper [108], which served as our primary inspiration for
designing this model, was trained on the large version of the LibriLight dataset,
which is 100 times larger than the small version. Notably, their architecture
employed three hierarchical transformers instead of two.

In our architecture, there is a trade-off between complexity and accuracy. Given
that the final audio is reconstructed with pure tokens, achieving the highest possible
accuracy is crucial; otherwise, poor results may be obtained.

It’s worth noting that simultaneous training of both models is not feasible.
After successfully training the coarse model, training the fine transformer can be
difficult. Training transformer with the Encodec decoder is challenging due to its
high complexity and issues such as vanishing gradients.

In conclusion, we aim to design a model that is fast to train while maintaining
good accuracy. Additionally, training the signal generator alongside other modules
concurrently allows us to incorporate more losses into the optimizer. Furthermore,
We have developed a modular pipeline for handling the LibriLight dataset (com-
patible with all versions), which can be utilized in future model development. We
expand our research on other methods employed in the voice conversion task. In the
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next design, the goal is to integrate all models we discussed earlier while reducing
overall complexity.
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Chapter 10

Modified Architecture

Based on the experiments with the first model architecture and the identified flaws,
we designed another architecture. We have done several modifications to enhance
the model’s representations while reducing complexity. In summary, we made the
following modifications:

1. Using embeddings of HuBERT instead of quantized tokens
2. Generating mel-spectrograms instead of generating RVQ layers of EnCodec
3. Adding HiFi-GAN as a mel vocoder to convert mels to audios

Furthermore, we conducted new research on potential loss functions to improve
the model. We decreased the model complexity by 70% and reduced the training
stages to two parts. Now, we have one acoustic model and one vocoder that require
training. Additionally, we use pretrained models to extract features needed to
calculate mel-spectrograms in the acoustic block.

10.1 Architecture

In Figure 10.1, we can see the components of the new model. We have divided the
stages into four parts. We have used EnCodec and HuBERT as pretrained models
to extract features.

The new blocks are:

1. Context Encoder Block
2. Speaker Encoder Block
3. Acoustic Generation Block

4. Vocoder Block
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Context Encoder Block Acoustic Generation Block Vocoder Block
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Figure 10.1: Final Model Architecture

10.1.1 Context Encoder Block

We assume we have an input audio signal, where it has a sample rate of 16000
Hz and it is mono channel. We have z, where 2, € RTs. We pass it to HuBERT
pretrained model. We use intermediate HuBERT layer as a feature extractor. From
the input signal we also extract mel spectrogram to be used in reconstruction with
LSTM layers in the vocoder part.

Source X4 — > Xm
Speech — HUBERT
Signal > X

Figure 10.2: HuBERT pretained feature extractor

In the Figure 10.2 we have HuBERT feature extraction phase. We extract
two ,, and z, embeddings. Where z,, € RF**™ and it denotes as source mel
spectrogram. We have M as the total number of mel-channels. We have also
xs € RFs*D where F, is the total number of frames and D is the dimension of each
frames embedding. We use z,, as the context features for the acoustic model to
generate mels.
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10.1.2 Speaker Encoder Block

For extracting speaker linguistic features for the prompt speaker, we first extract
the signal 2, € R’ then we pass it to the EnCodec model. The EnCodec model is
pretrained on 24KHz samples. We extract () quantized RVQ layers for each frame.
The total number of frames is F,,. We select the top g. layers as speaker features,
and we discard the gy layers, which denote context or fine features.

[ 00000 |

Xtc _h:Coar'se Tokensi

Target X, X, dperesersrereres !
Prompt — EnCodec B
s Wing::::
flo £880¢

Fine Tokens

Figure 10.3: EnCodec pretained feature extractor

We extract Xy, where 2, € Rt and F, = F, X q., which denotes the final
tokens representing speaker features. We do not use fine tokens since we want the
model to learn context information from HuBERT embeddings.

The main goal of these two blocks is to prepare representations that can disen-
tangle speaker features from context features. Furthermore, the EnCodec model is
a reconstruction model; we do not need any prior knowledge about speakers during
training.

10.1.3 Acoustic Generation Block

Now we combine three embeddings extracted from the first two blocks to generate
mel-spectrograms of the final target speech. First, we use an encoder module
composed of three 1-dimensional convolution layers. We pass context embeddings
to the encoder to get the final context embedding. We use it as input Q),, which is
the query for the cross-attention module, where @, € R¥**? and D is the mapped
dimension of the context embedding. In the encoder block, the number of frames
will be the same as z;.

We also use a coarse transformer module to create an embedding with a dimension
size of D for each token of the coarse tokens. These embeddings will be used as key
and query for the cross-attention module. The frame size will be the same as z,.

In Figure 10.5, we have the designed components for extracting mel spectrograms.
In the attention block, we use multi-head attention in transformers.
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Figure 10.5: Different components of acoustic block

Transformer attention is a mechanism used in Transformer models for cap-
turing relationships between words in a sequence. Given an input sequence
X = {x1,29,...,7,}, where z; represents the embedding of the i"* word in the
sequence, the Transformer attention mechanism computes a set of attention weights
A = {a;;}, where a;; represents the attention weight assigned to the " word
attending to the j** word.

The attention weight a,; is computed as follows:

exp(e;;)
;= ——) 10.1
I = S eplen) (101)

Where e;; represents the attention score between words ¢ and j, and it is
computed as a dot product between their embeddings followed by a softmax
function:
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e;; = softmax(g; - k‘;) (10.2)

Here, ¢; and k; represent the query and key vectors for words ¢ and j, respectively.

Multi-head attention extends the Transformer attention mechanism by allowing
the model to jointly attend to information from different representation subspaces
at different positions. Instead of performing a single attention operation, the input
is split into multiple heads, and attention is computed independently within each
head. Then, the outputs of the heads are concatenated and linearly transformed to
produce the final output.

Let H denote the number of attention heads. In multi-head attention, each head
computes its own set of attention weights and outputs a context vector. These
context vectors are concatenated and linearly transformed:

MultiHead(Q, K, V) = Concat(head,, ..., head ;)W (10.3)
Where head; = Attention(QWQ , KWE VWY represents the i'" attention head,

1

and VVZ»Q, WXE, WY are learnable weight matrices for the query, key, and value
projections, respectively. W is the learnable output transformation matrix.

Each attention head operates as described in the Transformer attention section.
The resulting context vectors from different heads are concatenated and linearly
transformed to produce the final output.

We use attention block in the coarse attention and cross attention block. With
attention blocks we can disentangle speaker features and context features to generate
final mel-spectrograms of the target audio.

In Figure 10.6, we have designed transformer blocks for extracting features
from speaker and context embeddings. The final output is y4, where 14 € RFs*P.
This embedding represents the main feature embedding, containing information
regarding target mel-spectrograms to be used in the decoder.

After we calculate y4, we use the decoder block illustrated in Figure 10.5 to
generate v,,, where y,,, € RF**™_ We have been inspired by Tacatron2 in designing
the decoder block. v, is the final generated mel, which we use as input to the
vocoder to generate the final target speech audio. We have N layers of attention
blocks for coarse tokens and M layers of attention blocks for cross-attention.

In the decoder block, we use LSTM layers concatenated with the mel spectrogram
of the source to generate frames of the target mel. The generation during inference
is autoregressive.

10.1.4 Vocoder Block

After we have successfully generated mel spectrograms, we need a vocoder to convert
them into audio signals. Once the acoustic model has produced the spectrogram
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Figure 10.6: Transformer blocks

representation of the speech, which includes information about the frequency
content of the speech signal over time, the vocoder converts this spectrogram into
a waveform that represents the speech signal in the time domain.

There are various types of vocoders, including traditional vocoders like the
WaveNet vocoder and the Griffin-Lim algorithm, as well as more recent deep
learning-based vocoders like WaveGlow, MelGAN, and HiFi-GAN. These vocoders
aim to generate high-quality and natural-sounding speech waveforms from the spec-
trogram output of the TTS model. They achieve this by modeling the relationship
between the spectrogram and the waveform using neural networks or other signal
processing techniques.

We have used HiFi-GAN as vocoder. There is also another variation of this
vocoder valled BigVGAN which produces results with better quality.

10.2 Experimental Setup

In this section we analyze the different setup phases to train and inference the
model.
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10.2.1 Datsaet

We train the model with a large-scale publicly available multispeaker dataset. We
utilize the train-clean-360 and train-clean-100 subsets of LibriT'TS, which contain
245 hours of speech from 1,151 speakers. We additionally use dev-clean-other
subsets of LibriTTS for validation. We have combined it with LibriLight medium
version.

10.2.2 Training

We train the model using LibriT'TS and LibriLight for 400K steps with a batch
size of 4 on 4 NVIDIA RTX A6000 GPUs for three days, using the AdamW
optimizer. We implement the learning rate schedule with a decay of 0.999 at an
initial learning rate of 4 x 10™*. We segment the audio clips between 5 to 10 seconds.
For fine-tuning, we set the initial learning rate to 1 x 107°. We use 6 multi-head
attention blocks for the coarse encoder and 4 multi-head attention blocks for the
cross transformer block. The mel dimensions are 128 at all steps, and the working
frequency is 16 kHz.
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Evaluation

For evaluating the performance of our model, we used the LibriTTS test-clean and
test-other subsets. All the speakers were unseen by the evaluation models.

11.1 Metrics

We considered 6 metrics to evaluate the performance of the model. The metrics
are categorized in two parts:

1. Speaker Similarity: How much the prompt speaker is similar to the generated
prompt speaker.

2. Context Similarity: How much the source context is similar to the source
speech.

11.1.1 Speaker Embedding Cosine Similarity (SECS)

Cosine similarity is a measure of similarity between two non-zero vectors of an
inner product space. It is defined as the cosine of the angle between the two vectors.
For having a metric for speaker similarity between prompt audio and generated
target speech we use this metric.

In the first step, we need a speaker embedding encoder. We used ECAPA-TDNN
to extract embeddings from speech audio. We extract embedding vectors X, € R¥
from prompt speech and Y, € R¥, where K corresponds to the embedding size of
ECAPA-TDNN. In a vector space with a Euclidean norm, the cosine similarity
between these two vectors can be expressed as:

Xs'Ys

Xs, Ys) =
cos(Xa Ya) = I YL
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These function returns similarity metric for two speakers, if we have zero in
output it indicates the maximum similarity.

11.1.2 Equal Error Rate (EER)

In speaker verification, Equal Error Rate (EER) is a crucial metric used to evaluate
the performance of a system in determining whether a speaker’s claimed identity
matches their actual identity.

EER is a critical metric in speaker verification systems as it provides a good
summary of system performance, allowing for comparison between different systems
or the evaluation of a single system under various conditions.

Based on the cosine similarities we obtained on SECS metrics we define a
threshold and based on the threshold we calculate EER. If we consider out threshold
as 7 we have the formulation as below:

FER(r) — Number of samples accepted at threshold 7

Total number of samples

11.1.3 Word Error Rate (WER)

In voice conversion, the Word Error Rate (WER) measures the performance of
converting speech from one speaker to another, typically in the context of changing
the speaker’s voice characteristics while preserving the linguistic content of the
speech.

The Word Error Rate is a metric commonly used in automatic speech recognition
(ASR) systems to evaluate the accuracy of transcriptions. It calculates the difference
between the original speech and the converted speech in terms of the number of
words that are incorrectly transcribed, substituted, deleted, or inserted.

Here’s how the Word Error Rate is calculated:

1. Substitutions: Count the number of words that are substituted in the
converted speech compared to the original speech.

2. Deletions: Count the number of words that are present in the original speech
but are missing in the converted speech.

3. Insertions: Count the number of words that are present in the converted
speech but are not present in the original speech.

Once these counts are determined, the Word Error Rate is calculated using the
formula:

S+D+1

E:
WER N

71



FEvaluation

where:

S is the number of substitutions,

D is the number of deletions,

I is the number of insertions, and

N is the total number of words in the original speech.

A lower WER indicates better performance, as it signifies a smaller discrepancy
between the original and converted speech. In voice conversion, minimizing the
Word Error Rate is essential for producing natural and intelligible converted speech
that accurately represents the intended linguistic content.

In the context of voice conversion we do not have access to text, for calculating
word error rate we first use one ASR model to generate contexts/words from
source speech and generated speech and then we calculate the error. We have used
WAV2VEC2 Large LV60K 960H model. This model has been trained on LibriLight
60k dataset and finetuned with LibriSpeech 960h. We extract the transcriptions
from source and target speech then we calculate WER.

11.1.4 Character Error Rate (CER)

Character Error Rate (CER) is a metric used to evaluate the accuracy of systems
that perform tasks like automatic speech recognition (ASR). It measures the rate
of errors in the recognized characters compared to the ground truth.

CER is calculated as follows:

Total number of character errors

CER x 100%

~ Total number of characters in ground truth

Here, the “Total number of character errors” refers to the total number of
substitutions, deletions, and insertions required to align the recognized text with
the ground truth as we saw in the WER. The “Total number of characters in
ground truth” is simply the length of the reference text.

A lower CER indicates higher accuracy, as it signifies fewer errors in the rec-
ognized text. We follow the previous instructions to calculate the transcripts of
source speech and target speech.

11.1.5 Phoneme Error Rate (PER)

Phoneme Error Rate (PER) is a metric used to evaluate the accuracy of systems
that perform tasks like automatic speech recognition (ASR). It measures the rate
of errors in the recognized phonemes compared to the ground truth.
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PER is calculated as follows:

Total number of phoneme errors

PER x 100%

~ Total number of phonemes in ground truth

Here, the “Total number of phoneme errors” refers to the total number of
substitutions, deletions, and insertions required to align the recognized phoneme
sequence with the ground truth. The “Total number of phonemes in ground truth”
is simply the length of the reference phoneme sequence.

As with CER, a lower PER indicates higher accuracy, implying fewer errors in
the recognized phoneme sequence. PER is particularly useful in evaluating the
performance of ASR systems, where the focus is on phonetic accuracy rather than
character-level accuracy.

11.1.6 FO0 Ground Pitch Error (FO-GPE)

The fundamental frequency (F0) is the lowest frequency of a periodic waveform.
In the context of speech, it represents the rate at which the vocal folds vibrate,
determining the pitch of the voice. It’s usually measured in Hertz (Hz). FO is
crucial in speech processing tasks, such as prosody analysis, speech synthesis, and
speaker recognition.

Ground Pitch Error (GPE) is a metric used to evaluate the accuracy of fun-
damental frequency estimation algorithms in speech processing. It quantifies the
deviation between the estimated fundamental frequency and the ground truth
fundamental frequency. GPE is often expressed as a percentage or in Hertz (Hz),
indicating the magnitude of error in pitch estimation.

To calculate GPE:

1. Obtain Ground Truth Fundamental Frequency: Ideally, this would be
obtained from manual annotation or reference sources if available.

2. Obtain Estimated Fundamental Frequency: This is obtained from the
algorithm or method used to estimate the fundamental frequency from the
speech signal.

3. Calculate GPE: GPE is typically calculated using one of the following
formulas:

(a) As a percentage of error:

Foesimae _FO round tru
timated ground truth % 100%

GPE(%) =

FO ground truth
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(b) In Hertz (Hz):

GPE(HZ) = |F0estimated - Foground truth|

In your scenario, if you have two fundamental frequencies (FO) estimated from
two speech audio signals and you want to calculate the Ground Pitch Error (GPE),

you would follow these steps:

1. Obtain the estimated fundamental frequencies (F0) from the two speech audio

signals using your chosen method or algorithm.

2. Obtain the ground truth fundamental frequencies (F0) if available. This could

be from manual annotation or reference sources.

3. Calculate the GPE using one of the formulas provided above, depending on

whether you want the error expressed as a percentage or in Hertz (Hz).

11.2 Results

After designing the model, we proceeded to evaluate its performance in both the

validation and evaluation phases.

During the validation phase, we trained the model and visualized its performance
by observing the progress on the validation data. Specifically, we used the valid-

other subset of LibriTTS.

For the final evaluation, we utilized the test-other and test-clean subsets of
LibriT'TS. To enhance the performance of the model, we employed different modules

and trained the model with various sets of hyperparameters.

For loss visualization, we utilized TensorBoard. All the training, validation, and

evaluation codes were implemented in the PyTorch framework.

| WER| CER| PER| SECS| EER*?
YourTTS 547% 1.92% 15.65%  65.25  77.33%
FreeVC 6.74%  2.37% 17.98%  67.75  70.67%
TriAAN-VC | 15.06% 6.73% 32.22%  65.61  79.00%
QuickVC 576% 1.99% 16.41%  79.16  33.67%
HiFi-VC 7.33%  2.62% 20.36%  79.40  32.67%
LVC-VC 5.08% 1.66% 12.85% 7621  41.00%
Ours 519% 1.74% 14.88% 62.83  85.67%

Table 11.1: Results on LibriT'TS test-other subset in voice conversion task
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11.2.1 Metrics

For the evaluation, we used all the metrics described in the previous sections. Our
model was compared with six state-of-the-art voice conversion models.

| WER| CER| PER| SECS| EER{T FO-GPE |

YourTTS 531%  1.91% 15.01%  52.62  92.00% 13.59%
FreeVC 6.21%  2.31% 17.16%  54.74  88.00%  13.11%
TriAAN-VC | 11.40% 4.83% 27.17%  52.83  92.00% 15.73%
QuickVC 6.03%  2.02% 15.39%  69.95  41.33% 20.59%
HiFi-VC 7.58%  2.88% 20.46% 7578  28.67% 22.74%
LVC-VC 4.54% 1.49% 12.91% 5857  74.67% 17.28%
Ours 488% 1.76% 13.89%  47.10 98.00%  16.37%

Table 11.2: Results on LibriT'TS test-other subset in reconstruction task

We used the inference codes available in their open-source repositories and
conducted experiments using the LibriTTS test-clean and test-other subsets.

In Table 11.2, we present the evaluation results on the LibriTTS test-other
subset in a voice conversion manner. This subset has a noisy distribution.

Despite LVC-VC showing better performance in terms of context, we achieved
significantly better results in capturing speaker identity. Our model outperforms
all other papers in speaker manipulation.

We repeated the procedure in a reconstruction task, aiming to create a speech
sample from its own prompt sample.

| WER | CER| PER| SECS| EER1

YourTTS 2.49%  0.81%  9.58% 62.63  81.33%
FreeVC 2.78%  0.88% 9.81% 65.40  74.00%
TriAAN-VC | 4.20% 1.48% 14.05%  63.20  81.00%
QuickVC 2.83% 0.83% 8.73% 78.30  33.67%
HiFi-VC 3.91% 1.33% 1388%  79.07  37.33%
LVC-VC 2.18%  0.64% 7.45% 7414  45.33%
Ours 1.98% 0.57% 8.10% 58.80 91.67%

Table 11.3: Results on LibriT'TS test-clean subset in voice conversion task

It is evident that LVC-VC provides better results in the reconstruction task.
This suggests that LVC-VC performs well in terms of reconstructing audio, but
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it struggles to preserve the characteristics of another unseen speaker in voice
conversion tasks. The results of this analysis are reported in Table 11.2.

In Table 11.3, we have reported the results in the test-clean subset of LibriTTS
in a voice conversion manner. The results in both the clean and other subsets are
consistent with each other.

As observed in other splits, although LVC-VC performs better in terms of
context, it fails to preserve information from the prompt speaker. However, we
achieved competitive results in terms of speaker similarity and EER.

| WER | CER| PER| SECS] EER{ FO-GPE |

YourTTS 2.64% 081% 857% 56.78  79.33% 13.28%
FreeVC 2.82%  0.84%  9.38% 58.25  79.33%  13.06%
TriAAN-VC | 3.94% 1.36% 12.78%  53.57  90.67% 13.23%
QuickVC 2.714%  0.82%  9.13% 74.25  36.00% 17.27%
HiFi-VC 4.64%  1.48% 14.26% 7854  31.33% 22.08

LVC-VC 2.06% 0.58% 7.47% 59.79  70.67% 17.52%
Ours 2.38% 0.72% 8.60%  47.67 98.67%  13.28%

Table 11.4: Results on LibriTTS test-clean subset in reconstruction task

We repeated the process in a reconstruction phase and reported the results in
Table 11.4. For the reconstruction tasks, we utilized the FO-GPE metric since we
do not have access to the ground truth in voice conversion tasks.

In conclusion, our results are competitive in terms of speaker conversion, and in
terms of context, we outperform related works. However, there is still room for
improvement in this aspect.

11.2.2 Training

During training, we utilized batches with 4 samples each. As illustrated in Figure
11.3, we tracked the progress of the L1 loss function used in the training. The
training process is a reconstruction task where EnCodec tokens and HuBERT units
from one sample were used. The model learned speaker information from EnCodec
tokens and speech context from HuBERT units.

L1 loss, also known as mean absolute error (MAE), is a type of loss function used
in machine learning and optimization tasks, particularly in regression problems.
It measures the average absolute difference between the predicted values and the
actual values.

1.
L==% 19— yil (11.1)
Nz
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Where ¢; is the generated mel from acoustic mel and y; is the actual mel of the
recosntructed audio.

To accelerate the training speed, we don’t use EnCodec tokens and HuBERT
units in the acoustic training phase. Instead, we first extract all the tokens and
embeddings from these two pretrained models, and then load them inside the
Datal.oader module in PyTorch.
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Chapter 12
Conclusion

Many voice conversion (VC) methods rely on a global speaker embedding, typically
derived from speaker verification networks. These methods often employ a pre-
trained speaker encoder or ASR supervised model, as observed in previous works.
However, the VC performance of such methods is limited by the representation
ability of speaker embeddings, and they are also not robust to short references.

To address these limitations, we introduce RobVC, a robust framework for
voice conversion tasks. Our model is entirely self-supervised, and we leverage
unsupervised pretrained models in the feature extraction phase. Moreover, our
model is scalable to a wide range of speakers, and for training its components, we
only require samples from those speakers.

12.1 Inference

In our design, there is no dependency on accessing text, and our model operates in
an end-to-end manner, making it suitable for real-time voice conversion applications.

| GPU CPU | Params

HuBERT | 0.17 0.27 | 45.5M
EnCodec | 0.17 0.26 | 14.4M
Acoustic | 0.47 1.46 | 94.6M
HiFi 0.07 1.12 | 14.9M

Total | 0.91 3.12 | 168.8M

Table 12.1: Performance of the model

We have designed an inference module capable of generating fake samples with
source speech context and copying prompt speaker linguistic features. This module
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enables inference from both the trained and pretrained models. Table 12.1 presents
the performance metrics on CPU and GPU (RTX NVIDIA A6000) per sample.

12.2 Future Studies

We have conducted further research to enhance the results, aiming to increase
the scalability and robustness of the existing model. We have followed two main
procedures to achieve this goal:

o Changing pretrained models

e Designing new loss function

12.2.1 Multi-Linguistic Voice Conversion

The current HuBERT model is trained with the LibriSpeech dataset, which only
includes English. However, there are other models such as XLS-R [77] and Wav2Vec-
BERT [89], which are more complex and have been trained on multiple languages.
We repeated the experiments above using the Wav2Vec-BERT model and its large
variation with approximately 2 billion parameters. Although we achieved a low
value of loss (in reconstruction), we couldn’t perform well in a voice conversion
manner. The main reason is that the high model complexity can also preserve
speaker style, which is not desirable for voice conversion tasks.

12.2.2 Informative Loss Functions

In the original implementation, we used only an L1 mel-spectrogram reconstruction
loss for the acoustic model. However, we can enhance the current loss by incor-
porating additional losses related to speech context and speaker identity. Figure
12.1 illustrates the blocks for extracting information relevant to the future loss
implementation.

As discussed in the previous section, one metric to capture speaker similarity
between two identical speeches is using the GPE of the fundamental frequencies
(FO) of the source and target speeches in a reconstruction manner. Now, we can
define the FO loss as follows:

Lo (25(1),y(t)) = GPE(x4(t), y(t)) (12.1)

To preserve identical content embeddings from the source speech signal, we can
define a content loss function. If we successfully capture identical HuBERT units
from the target speech, it enhances the evaluation metrics related to context (WER,
PER, and CER). The context loss is defined as follows:
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Additionally, we extract £ and E embeddings from prompt and target speech
using the ECAPA-TDNN speaker verification module. These embeddings represent
the speaker characteristics of each speech sample. If we achieve maximum similarity
between these two embeddings, it indicates that they belong to the same speaker.
To accomplish this, we can define a cosine similarity loss function to maximize the
similarity between the embeddings:

Lo (25(1),y(t)) = 1 — cos(E, E) (12.3)
Finally, we have the mel loss (L;q) which is used in the original training phase.

We combine all these losses together and we have:

['tot - OZ»CFO + ﬁcctt + ’chsm + Emel (124)

We can train the model using these loss functions and compare the resulting
metrics with those of the original trained model to evaluate performance.

12.2.3 Speaker Verification

In other speaker verification works, embeddings representing speaker characteristics
are derived from speech signals. To verify speakers, similarity metrics such as
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cosine similarity or Fuclidean distance are commonly employed. These models are
trained separately for speaker verification tasks.

In our proposed model, we incorporate a coarse encoder that generates em-
beddings serving as speaker information vectors, which are subsequently used in
cross-attention with HuBERT embeddings. These components can be utilized in
a downstream task to train a separate model for speaker verification using the
VoxCeleb dataset.
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