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Abstract

In Qatar, there are numerous educational institutes and universities, and finding
information about these institutions can be hectic and time-consuming. Daleluk, an
organization based in Qatar, addresses this problem faced by the student community
by providing a unified and simplified solution. Daleluk is the first platform in
Qatar dedicated to this task. The project objective is to develop an application
that works seamlessly across all devices and screen sizes, including computers
and mobile devices. The app is responsible for displaying data present in CSV
files, which contain information about universities and institutes, in the simplest
and most user-friendly manner. The UI should be responsive to ensure it displays
correctly on devices with different display densities. In addition to development, the
project requires analytical data to visualize the app’s behavior across all platforms.
Insights like Crashlytics reports and app performance metrics were also utilized.
React Native addresses this requirement by providing a single codebase for multiple
platforms. It offers a front-end framework to display the UI in a simplified and
reusable way. Firebase Firestore is used for storing data for all the institutes.
Google Analytics captures various analytical metrics of the application, such as
demographics, the number of users, and the frequency of screen clicks. The results
obtained from the analytical process reveal valuable insights. Specifically, it helps
identify which screens users click on the most and which screens they stay on the
longest. For example, the "University Fees" screen attracts significant user interest.
Additionally, it has been observed that a large number of users from the US are
trying to use the application. However, since the app is only available in Arabic,
the possibility of supporting multiple languages is proposed to the company.

Keywords: Educational Institutions, Firebase, Front End Development, Google
Analytics, HTML Data format, Java script, Qatar, Mobile Application, React
Native, User Experience, UI
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Chapter 1

Introduction

1.1 About the Company
Daleluk is an innovative company located in Qatar, devoted to connecting

educational institutions with potential students worldwide. Daleluk is a new
portal in the region that provides complete essential information about universities
and educational institutes. This portal functions as a comprehensive solution for
academic guidance, allowing students to enroll in higher education. This application
offers an easy and streamlined way of academic guidance to cater to the difficulties
faced by students in Qatar. Daleluk enables appropriate access to educational
materials by joining all related information in one centralized platform, allowing
students to make the best decisions regarding their education. The application is
dedicated to giving comprehensive assistance to students during their academic
journey, offering in-depth data on university programs, application procedures, and
admission criteria.

Daleluk’s motive is to rationalize the academic knowledge for students, by
efficiently addressing their needs. Organizations are struggling to expand the
educational atmosphere in Qatar by offering proper solutions and committed
assistance, to make higher education more reasonable and easier to handle for every
student.

1.2 Requirement of the project
The requirement involves creating an application that functions well on different

smart devices and screen sizes, such as PCs, laptops, tablets, and mobile phones.
The key function of this application is to show data in a straightforward and user-
friendly manner from CSV files, which consist of extensive info about universities
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and educational institutions. The user interface (UI) should be designed fully
responsive to provide an ideal visual experience for all users.

To accomplish this, the application must include contemporary web development
methodologies, including the use of responsive design strategies through CSS media
queries, flexible grid layouts, and scalable vector graphics (SVGs). This ensures
that the content is easily readable and the interface is easily navigated, regardless
of whether the user is opening the application from a computer, laptop, tablet,
or mobile phone. The design should give the utmost position to legibility, easy
navigation, and automatic interaction, ensuring that users can easily find and use
the desired information.

In addition to creating a UI that is both responsive and user-friendly, the
application must also include powerful analytics abilities to track and display user
action on all platforms. This involves the gathering of data about user interactions
with the application, the most often-used features, and the general level of user
engagement. By the analysis of this data, developers can get enough information
about user preferences and areas of discontent, enabling them to make ongoing
improvements to the app’s functionality and user experience.

Apart from development there should be some analytical data which is used
to visualize the behavior of the app across all the platforms. Other insights like
Crashlytics report and Performance of the app were also required. The application
should provide features for reporting performance indicators and detecting problems
using services like Google Analytics, Firebase Analytics, or comparable systems.
Also, one can obtain comprehensive data on user activity, session duration, and
sources of traffic. Moreover, the integration of Crashlytics will allow the team to
actively track and analyze crashes as they occur, providing valuable data on the
app’s stability and promptly highlighting any urgent problems that require quick
action.

Collectively, the development of this informative application involves developing
a responsive, user-friendly interface for displaying university and institute data
from CSV files, ensuring compatibility across all smart devices and screen sizes.
Simultaneously, integrating analytical tools and performance monitoring systems
will provide essential insights into user behavior, app stability, and performance,
and enable continuous enhancement and a best user experience.
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1.3 Overview and scope of the thesis

Figure 1.1: High Level Block Diagram

The figure above shows the complete structure of the application. So basically,
like any other app/web development, there are 2 sides. Front-end development and
back-end development. Back-end development will not be the scope of this thesis,
but we will briefly describe the structure of back-end development. The main focus
of this thesis will be front-end development and monitoring tools, which we will
discuss in detail in the coming chapters.

Front-end development utilizes a unified codebase that is implemented on three
different platforms: Android, iOS, and web. The codebase is constructed using
React Native, a flexible framework that enables developers to rapidly build appli-
cations that can run on several platforms. Users will directly engage with the user
interface (UI) developed with React Native, guaranteeing a uniform experience on
all devices. The application uses Firebase Firestore, a scalable and versatile NoSQL
cloud database, to store the data. Firestore facilitates real-time synchronization and
offline functionality, hence improving the overall user experience by guaranteeing
data availability and consistency across several platforms. To obtain a deeper
understanding of user behavior and the functionality of the application, Google
analytics have been used into the app:
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1.4 Google Analytics
This is a tool utilized for the collection and examination of user interaction

data, which offers significant insights into how users interact with the application.
Metrics such as the number of active users, the duration of each session, and the
demographic information of users assist in comprehending the audience of the
application and their behavioral tendencies.

Another element of the application design is the ETL (Extract, Transform,
Load) tool. This tool is responsible for transforming data from CSV files into the
database schema utilized by Firestore. The ETL process encompasses the extraction
of data from CSV files, followed by its transformation into a structured format
that conforms to the database schema, and ultimately loading it into Firestore.
This guarantees the precise and efficient integration of the data into the program.
However this tool is not in the scope of the project. The subsequent chapters will
address the distribution of the Android application. However, the distribution and
hosting of the iOS application and online version will not be included in this thesis.
Nevertheless, the principles and techniques described for Android can be equally
employed for iOS and web platforms.

Overall, the application architecture consists of a cohesive front-end created using
React Native, while Firebase Firestore handles the management of data storage.
Monitoring tools like Google Analytics, Firebase Performance Monitoring, and
Firebase Crashlytics are combined to offer extensive analysis of user behavior, app
performance, and stability. The ETL (Extract, Transform, Load) tool is essential
for the conversion and importation of data from CSV (Comma-Separated Values)
files into the database. Subsequent chapters will explore the intricacies of front-end
programming, the integration of monitoring tools, and the delivery procedure for
the Android application.

1.5 Challenges
This project encompasses several significant challenges, each of which requires

careful consideration and innovative solutions. Addressing these challenges effec-
tively is crucial for the development of a robust and user-friendly application. The
techniques employed to address these challenges will be discussed in detail in the
subsequent chapters. The key challenges include:
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1.5.1 Responsive Application
In the contemporary era, nearly every individual own a smartphone or electronic

gadget that exhibits diverse screen sizes and densities. The application must possess
the capability to operate flawlessly on a wide range of platforms, including mobile
phones, computers, tablets, and other similar gadgets. It is essential to have a
responsive design that can adjust to various screen sizes and resolutions to provide
a consistent user experience on all platforms. Developing a responsive application
necessitates the utilization of a diverse range of web technologies and methodologies.
Media queries in CSS enable the program to adjust the layout according to the
screen size of the device. Flexible grid layouts and scalable vector graphics (SVGs)
guarantee the preservation of visual elements’ integrity across various resolutions.
In addition, it is necessary to provide touch-friendly interfaces specifically tailored
for mobile devices to guarantee seamless engagement. The primary objective is
to develop a user-friendly and aesthetically pleasing interface that improves user
interaction, irrespective of the device employed.

1.5.2 Data Presentation
It is crucial to present the data of universities and institutes in a streamlined and

easily understandable manner. The program should be created with a user-friendly
interface that presents information clearly and intuitively for easy comprehen-
sion and navigation. This entails arranging data logically and employing UI/UX
principles to guarantee clarity and user-friendliness. To achieve effective data
presentation, it is crucial to prioritize usability and accessibility. The data should
be classified and presented hierarchically, facilitating users’ ability to locate their
desired information. Interactive features like search capabilities, filters, and sortable
tables can improve the user experience by enabling users to easily find and access
relevant information. Visual aids such as charts, graphs, and infographics can
be utilized to communicate intricate facts in a more easily understandable style.
Furthermore, it is crucial to ensure that the application complies with accessibility
requirements in order to accommodate people with disabilities.

1.5.3 Multiple University Support
The main goal of the program is to present data from multiple universities and

institutes. Nevertheless, several colleges may display their statistics in distinct
formats. The program should possess sufficient adaptability to accommodate
various data formats and provide a consistent and accurate presentation of all
information, irrespective of its origin. To tackle this difficulty, the application
architecture needs to incorporate a strong data processing layer that is capable of
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standardizing different data formats into a cohesive framework. The task at hand
entails the creation of an ETL (Extract, Transform, Load) tool. This program
will extract data from CSV files, convert it into a standardized format, and then
load it into the database. This methodology guarantees the smooth integration
and consistent presentation of data from different universities. Furthermore, it is
essential to create a versatile database schema that can handle various data kinds
and structures to uphold data integrity and consistency. the multiple university
support.

1.5.4 Navigation
An essential part of app development is the implementation of efficient and

user-friendly navigation. Users should have a seamless and instinctive experience
navigating the application, effortlessly locating the desired information without
any additional complications. Creating a navigation system that is both efficient
and easy to use is crucial for improving the overall user experience. Efficient
navigation design entails establishing a coherent and rational framework for the ap-
plication. This entails creating a navigation bar that is uniform and coherent, using
breadcrumbs to facilitate easy retracing of steps, and establishing a distinct visual
hierarchy to assist users in navigating around the material. Interactive components
like dropdown menus, sidebars, and tabs can effectively arrange information and
enhance accessibility by reducing the need for excessive clicking. Furthermore,
integrating user feedback and conducting usability testing during the design phase
guarantees that the navigation system fulfills user expectations and requirements.

1.5.5 Performance and Optimizations
User satisfaction is directly influenced by the performance of an application. An

effective and streamlined application is crucial for retaining users and ensuring a
seamless experience. This task entails enhancing the performance of the applica-
tion, minimizing load times, and guaranteeing efficient operation on all devices.
Performance optimization encompasses various measures, such as using efficient
coding techniques, reducing resource use, and utilizing caching systems. Lazy
loading can be utilized to postpone the loading of non-essential resources, hence
decreasing the time it takes for the initial loading process. By optimizing photos
and other media assets, their loading speed can be increased while maintaining
their quality. Moreover, the utilization of performance monitoring tools facilitates
the detection of bottlenecks and areas that require enhancement. Consistently con-
ducting performance testing and continuously optimizing are crucial for upholding
a high-performing application. application optimized to have a great performance.
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1.5.6 Analytics
The major objective of this thesis is to develop technologies capable of monitoring

and documenting user behavior. Analytics are essential for comprehending user
interactions with the application and pinpointing areas that can be enhanced. The
program should have the capability to obtain comprehensive insights that will be
beneficial for making future improvements to the user experience/user interface
design. By using analytics solutions like Google Analytics and Firebase Analytics,
you may obtain extensive data regarding user activities, session durations, and user
demographics. These observations aid in the identification of popular attributes,
user navigation patterns, and potential sources of user disengagement. Through the
analysis of this data, developers can make well-informed decisions to improve the
user experience and resolve any usability problems. Users can establish custom event
tracking and conversion targets to quantify particular interactions and outcomes,
gaining a more profound understanding of user behavior and app performance.

To tackle these difficulties, a comprehensive strategy is needed, which includes
responsive design, effective data presentation, support for various data formats, user-
friendly navigation, performance optimization, thorough analytics, performance
monitoring, and reliable crash reporting. The upcoming chapters will explore the
precise tactics and strategies employed to address these problems and guarantee
the triumphant development and implementation of the application.

1.6 Motivation
The ever-growing number of educational institutions and the diverse range of

programs they offer have made it increasingly challenging for students to access
and understand all the necessary information to make informed decisions about
their education. In Qatar, the rapid development of the education sector has
created a need for a centralized platform that can simplify this process. Daleluk
aims to address this gap by providing a comprehensive, user-friendly application
that consolidates data from various universities and educational institutes. This
platform not only facilitates easier access to information but also enhances the
overall decision-making process for students, thereby supporting their educational
and career aspirations.

1.7 Problem Statement
The process of gathering and understanding information about different universi-

ties and their programs is often cumbersome and time-consuming for students. The
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data is typically scattered across multiple sources, presented in various formats,
and often lacks clarity. This fragmentation can lead to confusion and suboptimal
decision-making. Additionally, the diversity of devices and screen sizes that users
employ to access this information further complicates the user experience. There-
fore, there is a pressing need for a unified, responsive application that can present
university data in a clear, consistent, and accessible manner, while also providing
insights into user behavior and app performance to continually improve the user
experience.

1.8 Aims
The primary aim of this project is to develop a cross-platform application that

simplifies the process of accessing and understanding information about universities
and educational institutes. This application will use a single codebase for Android,
iOS, and web platforms, ensuring a consistent user experience across all devices.
The project also aims to integrate robust monitoring tools to gather analytical
data, track app performance, and report crashes, enabling continuous improvement
of the application.

1.9 Objectives
Below are the objectives of the project, which are set to provide a valuable

tool for students in Qatar, simplifying their search for educational opportunities
and enhancing their overall experience with a user-friendly, high-performance
application:

• Create a single codebase using React Native that works seamlessly across
Android, iOS, and web platforms, ensuring the application adapts to different
screen sizes and densities.

• Design an intuitive user interface that presents university and institute data
in a clear and accessible manner, allowing users to easily understand and
navigate the information.

• Implement a flexible data processing system that can handle diverse data
formats from various universities, ensuring consistent and accurate data
presentation.

• Develop a user-friendly navigation system that allows users to efficiently find
and access the information they need, enhancing the overall user experience.
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• Ensure the application is optimized for performance, reducing load times and
resource consumption to provide a smooth and responsive user experience.

• Integrate Google Analytics and Firebase Analytics to gather detailed in-
sights into user behavior, helping to identify popular features and areas for
improvement.

• Detail the process of distributing the Android application, ensuring it is
accessible to the target audience.
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Chapter 2

Related Work

Front End Application Development and User Experience Design are essential
parts of creating a successful mobile application. A famous framework named “React
Native” introduced by Facebook, has grown significantly in the last decade because
of its extraordinary capacity capability to build cross-platform applications [1].
Author (Desmurs, 2023) [2] shares the knowledge about the popularity of React
Native among the famous companies that have adopted React Native for their
applications. Facebook, Instagram, Walmart, Bloomberg, Tesla, and Shopify are
prominent cases. These companies have provided data about multiple benefits,
like rapid development times, shared codebases, and enhanced performance. For
example, Facebook recorded a twice increase by shifting to React Native, and
Instagram emphasized its capacity to speed up feature releases for both iOS
and Android [2]. React Native boasts a huge and active community of software
developers. This community facet is crucial as it offers a support network where
developers can share knowledge, ask questions, and solve problems collaboratively
[3]. The open-source nature of React Native boosts constant improvement and
novelty within the community. This background study will explore the connection
of Front-End Application Development, User Experience Design, HTML Data
format, Google Analytics, and React Native.

2.1 Front End Development
Front End Development includes creating the user interface and user experience of

a website or mobile application. It focuses on the visual features of the application
that users interact with. Front End Developers use technologies like HTML,
CSS, and JavaScript to build responsive and interactive interfaces. For mobile
applications, frameworks like React Native have enabled the easy process for Front-
End Developers by allowing the developers to create code once and use it across
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multiple platforms [4].

2.2 User Interface and User Experience(UI and
UX)

User Experience Design is the systematic approach to increasing user contentment
by enhancing the ease of use, availability, and enjoyment experienced during the
interaction between the user and the product. An effectively crafted user experience
can greatly influence the success of a mobile application. Design concepts, such as
easy-to-use navigation, adaptable layouts, and cohesive branding, are essential for
ensuring a favorable user experience. In the realm of React Native development,
User Experience Designers work closely with Front End Developers to ensure that
the application fulfills the requirements and anticipations of its users [5].

2.3 HTML Data Format
HTML, short for HyperText Markup Language, is the fundamental language used
in web development to organize and structure content on the Internet. The text
describes various components such as titles, paragraphs, hyperlinks, and multime-
dia. HTML has undergone evolution and now includes HTML5, which provides
additional components and APIs to facilitate the development of intricate online
applications. Introducing semantic elements like as, and enhances accessibility
and search engine optimization (SEO). The research conducted by Berners-Lee et
al. in 1994 established the foundation for HTML, which has subsequently under-
gone continual enhancements to cater to the requirements of contemporary web
development, such as responsive design and multimedia integration [6].

Data extraction from HTML-encoded tables has been a subject of ongoing
research, highlighting the significance of transforming data formats that are easy
for humans to understand into ones that can be read by machines for different
purposes. From 2000 to 2018, the literature presents various proposals that try to
tackle this topic, with each offering distinct methodology and approaches. Initial
endeavors in this field were on creating rule-based algorithms and heuristics to
detect and extract tabular data from online pages. These solutions usually entailed
analyzing the HTML structure to identify tables and then implementing particular
algorithms to identify headers, rows, and cells. Nevertheless, the diversity in
HTML coding standards and the intricacy of nested tables frequently restricted the
efficiency of these methods (Roldán et al., 2020) [7]. Comparative studies identify
multiple unresolved difficulties in extracting data from HTML tables. For example,
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it is still challenging to manage intricate tables that have headers at multiple levels,
cells that stretch across multiple columns or rows, and layouts that are not regular.
Furthermore, the absence of agreement on standardized datasets and evaluation
measures adds complexity to the comparison of experimental findings across various
investigations. The presence of this inconsistency highlights the necessity of a
cohesive benchmarking framework to propel the field forward.

The article "Extraction and integration information in HTML tables" [8] em-
phasizes that the process of extracting and integrating information from HTML
tables is a complicated task. This is mostly because HTML tables are designed
for presentation purposes and are not well-suited for database applications. This
article suggests a new method to tackle this problem by capturing the semantic
hierarchies of HTML tables and incorporating pertinent information. The process
entails standardizing tables to identify attribute-value pairs, use eigenvalues to
determine headings, and manually creating global concepts and schemas. It utilizes
lexical semantic sets and contexts to assign labels to attributes and combine data,
eliminating conflicts and non-deterministic issues when mapping source schemas to
global schemas [8].

2.4 Google Analytics
Google Analytics, introduced in 2005, is an essential tool for digital marketers to

monitor and analyze website traffic. It offers a detailed analysis of user activity
using indicators like as page views, bounce rates, session duration, and conversion
rates. The platform enables the establishment of objectives, monitoring of events,
and generation of tailored reports, hence facilitating decision-making based on
data. According to Clifton (2012) [9], it has been emphasized that it is useful in
developing marketing strategies and increasing user engagement. Nevertheless, the
utilization of Google Analytics has sparked apprehensions over privacy and data
security, particularly about rules such as the General Data Protection Regulation
(GDPR). The aforementioned considerations highlight the necessity of adhering to
ethical data usage and complying with privacy legislation [10].

Clifton (2012) explores the process of establishing goals and events, as well as
generating personalized reports, emphasizing the adaptability and comprehensive-
ness of GA in facilitating data-driven decision-making. A substantial amount of the
book focuses on the pragmatic use of GA, encompassing case studies and optimal
strategies for utilizing the instrument to amplify marketing return on investment.
Clifton tackles prevalent difficulties such as privacy issues and adherence to legisla-
tion such as GDPR, offering advice on the ethical utilization of data. The book
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highlights the significance of GA in contemporary digital marketing tactics and its
function in promoting user engagement and business expansion [9].

2.5 React Native
React Native is a JavaScript framework that enables developers to create mobile

applications that can run on several platforms using a single codebase. Developers
can utilize JavaScript to construct applications while preserving the inherent per-
formance and functionalities. Developers may utilize React Native to construct
high-performance applications that possess the appearance and functionality of
native apps on both iOS and Android platforms. The framework offers a com-
prehensive range of components and APIs that simplify the development process
and facilitate quick prototyping. React Native’s quick reloading functionality
enables developers to instantly view and incorporate real-time modifications in
the application, facilitating iterative improvements in design and user experience
(Eisenman, 2015) [11]. A prominent advantage of React Native is its ability to
facilitate cross-platform development. Developers can utilize a unified codebase
for iOS and Android platforms, resulting in a notable decrease in development
time and expenses. Utilizing pre-existing components from the open-source library,
together with the flexibility to reuse code, improves efficiency [12].

React Native, a framework developed by Facebook, has become a prominent tool
for developing mobile applications. It enables developers to create applications using
JavaScript while still keeping the performance and features of native applications.
One of the most prominent advantages of this technology is its ability to facilitate
cross-platform development, allowing developers to use a single codebase for both
iOS and Android. This greatly decreases the time and expenses associated with
development. Code reusability, which involves utilizing pre-developed components
from open-source libraries, improves efficiency (Mandapuram, 2016) [13]. Moreover,
React Native possesses a substantial and dynamic community, offering a support
system for exchanging expertise and resolving issues collectively, which is essential
for ongoing enhancement and creativity.

The cost-effectiveness of the framework is apparent, as it allows a single team to
work on both platforms, hence reducing the requirement for separate development
teams and resulting in substantial cost savings. React Native optimizes application
performance and preserves the native user interface by leveraging the platform’s
view rendering techniques (Dekkati et al., 2019) [14]. The fact that large firms
such as Facebook, Instagram, Walmart, Bloomberg, Tesla, and Shopify have
adopted it emphasizes the numerous advantages of this technology, such as reduced
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development time and enhanced performance. Nevertheless, React Native does
have several limitations, including regions that require enhancement and difficulties
in debugging caused by the introduction of an extra layer [15].

React Native outperforms competing cross-platform frameworks by leveraging the
native rendering APIs of the platform, leading to a more authentic user experience
(Hitz et al., 2017) [16]. The future of React Native seems auspicious given its swift
market acceptance and ongoing enhancements, indicating that it will continue to
be a significant asset for developing cross-platform mobile applications. Based on
its capacity to streamline development difficulties and the increasing backing from
its community, the framework is expected to continue being a vital resource for
cross-platform mobile application development [17].

2.6 Responsive Interfaces
Responsive Web Design (RWD) has undergone substantial development since it

was first introduced by Ethan Marcotte in 2010. The key principles of RWD include
media queries, fluid grids, and fluid pictures. According to MOHAMED (2015) [18],
the fluid grid concept enables websites to effortlessly adjust to different screen sizes,
resulting in an improved user experience on different devices. Conventional fixed
grid layouts frequently necessitate significant customization to adapt to fluid grids,
which hinders the acceptance of such layouts among web designers. In response to
this issue, Mohamed suggests a cutting-edge algorithm called Liquidizer.js, which
is built using the jQuery Framework. The study utilizes an experimental research
approach and purposive sampling. It employs tools such as Matt Kersley’s RWD
Tool and Bersoft Image Measurement (BIM) tool for testing and validation. The
usability evaluation is conducted using the USE questionnaire using SPSS. The
findings indicate that Liquidizer.js surpasses BlockIt.js in terms of image quality,
ensuring non-distorted images and improved responsiveness. This optimized method
for responsive web design (RWD) provides a more streamlined and standardized
solution that can be easily implemented with just one line of code. This simplifies the
process and encourages wider usage, thereby enhancing web design processes [18].

2.7 Overview
This literature analysis has provided insight into the important relationship be-

tween front-end development, user experience design, data concerns, and framework
selection in creating effective mobile applications. React Native has gained popu-
larity due to its capability to utilize JavaScript for developing applications that can
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run on several platforms. However, achieving a smooth user experience necessitates
a careful equilibrium between capitalizing on the framework’s advantages and rec-
ognizing its constraints. React Native provides a compelling value proposition. The
capability to create code once and distribute it on both iOS and Android platforms
results in substantial time and cost reductions. Moreover, the framework features
a diverse range of pre-existing elements and a dynamic community of developers,
which promotes the quick creation of prototypes and encourages creativity. This
combination enables developers to create high-performance applications that have
a native feel on both main mobile operating systems.

2.8 Research Gaps
Despite React Native’s advantages, the review has identified key areas demanding

further exploration. One critical research gap lies in extracting data from complex
HTML tables. Current methods struggle with intricate layouts and lack standard-
ized evaluation metrics, hindering effective data collection and analysis. Addressing
this gap is crucial for applications that rely heavily on structured data from websites.
Another area requiring scrutiny is the tension between user privacy and the power
of analytics tools like Google Analytics. While GA offers invaluable insights into
user behavior, concerns remain regarding user data security, particularly in light
of regulations like GDPR. Research in this domain should explore methods that
promote ethical data usage and ensure compliance with evolving privacy laws.

Finally, even with its proven benefits, React Native has limitations. The ad-
ditional layer of abstraction can introduce debugging challenges that necessitate
further investigation. Exploring ways to streamline debugging processes within
the React Native framework would significantly enhance developer productivity.
By addressing these research gaps, developers can refine their use of React Native
and related technologies. This, in turn, will lead to the creation of even more
efficient, user-centric, and secure mobile applications. The future of mobile app
development hinges on continuous improvement, and these identified research areas
offer valuable starting points for further exploration.
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Chapter 3

Design and Methodology

Before we dive into the front-end development, we have to briefly understand
what is happening at the back-end side. So that we can better understand how the
data is being displayed on the front-end side. What does it mean to understand
the back-end side? It means that we have to understand how the data is obtained.
How are we storing it? Where are we storing it? What is the database schema
etc.?

3.1 Back-end side
To answer all the above questions, let’s observe the figure below. This figure

shows how the content that we want to display on the front end will be obtained
and stored in the database.

Let’s start with the Content Owner. The content Owner is someone who has the
raw data of all the universities/institutes. This raw data is stored in CSV format.
The format of all the CSV files is defined by the content owner and the back-end
team. The Content Owner will upload this data to the ETL tool.

ETL tool is a python script that converts the CSV file format to the database
schema. Content Owner will simply upload the data into this script and this script
will convert this data according to the pre-defined database schema. We will see
what the database schema is later in this chapter.

The database we are using for the application is Firebase Firestore. The data in
the Firestore will be available through the ETL tool. Now this data is ready to be
fetched by the application. The application will fetch the data when the user is
online and it will simply store this data in the device. Once the user is offline it

18



simply retrieves the stored data. When the user becomes online again it will sync
the data again. By doing this we will attain offline persistence.

Figure 3.1: Content Flow Diagram

3.1.1 Database schema
Firebase Firestore also known as Cloud Firestore, is a scalable and flexible NoSQL

database for mobile and web development from Google Firebase and Google Cloud
Platform. It is designed to store, sync, and query data for your applications on a
global scale. Firestore provides a powerful, efficient, easy-to-use, and integrated
solution that allows developers to build rich, collaborative applications that enable
secure and real-time data synchronization across multiple devices.
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Firestore’s data model is hierarchical. The data is stored in documents organized
into collections. Each document contains key-value pairs. It can also be nested to
create complex and structured data. Unlike traditional SQL databases, Firestore’s
schema-less design allows developers to evolve their applications without needing
to manage and migrate schemas. This flexibility is particularly useful for rapid
development and iteration, as it supports both real-time and offline use cases.
It allows apps to remain responsive regardless of network latency or internet
connectivity. e.g

Figure 3.2: Firebase Data Heirarchy

1. Collection students: As seen in the figure each student document contains
key-value pairs for the student’s basic information. Each student document
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has a subcollection course containing documents for each course the student
is enrolled in, including the course name, professor, and grade.

2. Collection courses: As seen in the figure each course document contains key-
value pairs for the course’s basic information just like the student document.
Each course document has a subcollection of students containing documents
for each student enrolled in the course, including the student’s name and
grade.

One of the key features of Firestore is its real-time synchronization capabil-
ity. Changes to data are instantly synchronized with all clients connected to the
database, enabling a seamless and responsive user experience. This is particularly
useful for applications requiring real-time collaboration, such as chat apps, multi-
player games, and shared documents. So in our case, it is helpful too so that when
a Content Owner adds or modifies something, the changes will be instantly visible
to the users across all the devices. Additionally, Firestore supports robust querying
and indexing, allowing developers to perform complex queries that are both fast
and efficient, even as their data scales.

Security in Firestore is managed through Firebase Authentication and Firestore
Security Rules, which provide a powerful and effective way to control access to
data. These rules are written in a flexible, expression-based language that can
enforce complex security policies. This ensures that data remains protected and
compliant with privacy requirements. Firestore also integrates seamlessly with
other Firebase services, such as Firebase Analytics, Cloud Functions, and Firebase
Hosting, creating a cohesive ecosystem that simplifies the development process.

In conclusion, Firebase Firestore is a versatile and powerful database solution
tailored for modern app development. Its real-time synchronization, flexible data
model, robust querying capabilities, and strong security features make it an ideal
choice for developers looking to build responsive, scalable, and secure applications.
Whether you’re developing a simple mobile app or a complex, multi-platform
system as our application, Firestore provides the tools and infrastructure needed
to support the project’s growth and success.

Figure 3.3: Firestore Data Model
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The below figure shows a brief schema of the application’s database. This figure
does not show the actual data inside the schema, instead, it shows only the structure
of our database. So there are multiple Collections and in each collection, we have
documents that consist of the data (key-value pairs) and the Subcollections. In the
Subcollections, there are documents, similar to Collections, which consist of data
(key-value pairs).

Figure 3.4: Database Schema

3.2 Front-End side

3.2.1 Why React Native
Before any development, one has to realize the project requirements, based on

which we choose the best development environment, the best frameworks, and
languages. In this section, we are going to discuss a bit about the different language
and framework choices we had and why we chose React Native.

There were multiple options of languages/frameworks. Some of them are as
follows:

1. Java/Kotlin for Android development.

2. Swift for IOS development.
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3. React-JS for web application development.

4. React Native for native application development.

Cross Platform

React Native is capable of creating cross-platform apps i.e. Android and IOS.
It creates apps using JavaScript as React is a framework built on it. So for any
web developer, it is easier to learn and code in React Native instead of coding in
JAVA/Kotlin/Swift.

Web Support

React Native for the Web is a compatibility layer between React DOM and React
Native. It can be used in new and existing apps, web-only and multi-platform
apps [19].

Single Code base

By choosing React Native. It gave us the ability to code in only one coding
environment. All the native (Android and IOS) and web code be written in React
naive framework. So at the end of the project, we will have a single code base that
will be able to run on these 3 platforms.

Efficiency

Since our application does not require any complex APIs, in other words, we do not
need to write the native code. So React Native will be a faster and more efficient
approach for us.

Development and Maintenance cost

Since there is one code base, the development and maintenance cost is reduced
because we don’t have to write 3 codes for 3 different platforms.

Unified Development Language

React Native is built on JavaScript, a globally used programming language, and
React, a popular library for building user interfaces. Many web developers are
already familiar with JavaScript and React, which makes it easier for them to
transition to mobile app development using React Native. This reduces the
learning curve and accelerates the development process compared to learning
platform-specific languages such as Java or Kotlin for Android and Swift for iOS.
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Consistent User Experience

React Native ensures a consistent user experience across both Android and iOS
platforms. And react native also supports web development bu using the libraries.
The framework provides a set of common UI components that render natively on
both platforms, maintaining the look and feel of a native application while sharing
the same underlying code. This consistency is beneficial for users who switch
between different devices and expect a uniform experience.

Code Reusability

React Native enables developers to write code once and deploy it across multiple
platforms. The code is written using Javascript. This is achieved through the use
of shared components and modules that work seamlessly on both Android and iOS.
By reusing code, developers can significantly reduce development time and avoid
the redundancy of writing and maintaining separate codebases for each platform.

Hot Reloading

React Native supports hot reloading. It is a feature that allows developers to see
the results of their code changes in real time without restarting or refreshing the
whole application. This feature enhances productivity by providing immediate
feedback and reducing the time spent on testing and debugging. It also increases
the efficiency of the development process.

Strong Documentation and Tutorials

The React Native documentation is comprehensive and well-maintained, providing
clear guidelines and best practices for building applications. Additionally, there
are numerous tutorials, courses, and community resources available that can help
developers quickly get up to speed with React Native development. For developers
having a strong community is a plus point and very helpful.

Growth

React Native is growing very fast. And there is currently no sign of it stopping.
It’s getting popular day by day. Facebook, Instagram, Skype, and many other
famous apps are built on react native.

Third party plugins

React native allows us to easily implement third-party plugins and APIs within
our application.
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3.2.2 React Native Web Limitations
1. For layout, the classes and styling required for the web app will be quite

different from the classes and styling required for the mobile app.

2. React-native-web does not have complete compatibility with React Native’s
JavaScript API. [20]

3. Web APIs cannot be directly leveraged in a React native project.

4. The web app pages have a different navigation flow than the mobile app in
certain scenarios.

5. Although React Native functions well on mobile devices, intricate animations,
and interactions may not exhibit the same level of smoothness on the web
when compared to native web technologies. The abstraction layer can occa-
sionally cause a decrease in the responsiveness of UI interactions due to the
performance overhead it introduces.

6. React Native for Web may not achieve the same rendering efficiency as highly
optimized web frameworks such as React DOM, particularly for apps that
include frequent dynamic updates and intricate layouts.

7. React Native for Web aims to achieve extensive browser compatibility, while
inconsistencies or problems may still arise in older or less frequently used
browsers. To ensure complete compatibility, it may be necessary to conduct
extra testing and utilize polyfills.

8. Certain native mobile APIs lack direct counterparts in online contexts. Func-
tionalities that significantly depend on APIs specifically designed for mobile
devices may require substantial modifications or may not be possible to
implement in a web environment.

9. Not all React Native third-party libraries are compatible with the React
Native for Web framework. Developers may be required to locate or generate
substitute libraries that function flawlessly on the internet, a task that can
extend the duration of the development process.

10. Modules that depend on native code, such as Java/Kotlin for Android or
Swift/Objective-C for iOS, cannot be directly utilized in a web context. Due
to this constraint, it is necessary to develop alternative implementations or
completely distinct solutions to support the web.
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11. React Native is specifically designed to prioritize touch interactions, which
might vary greatly from the mouse-based interactions commonly found in
online applications. Modifying the user experience to accommodate both
touch and mouse interactions can provide difficulties.

12. Integrating React Native components into a web application might lead to
a larger bundle size, which may have a negative influence on loading times
and performance. Efficiently reducing the size of the build may necessitate
meticulous configuration and implementation of code-splitting techniques.

13. React Native for Web applications may encounter difficulties with Search
Engine Optimization (SEO), unlike conventional web applications. Imple-
menting server-side rendering (SSR) using React Native for the Web can be
more intricate than with standard React.

To deal with these limitations, we are going to have one repository for the native
apps and the web app, but we’ll either end up having some separate files for
native and web anyway, or we’ll have to check Platform.OS repeatedly to separate
platform-specific code.

3.2.3 Expo
Expo is a framework for the React applications. It provides us with the tools and

services through which we can easily develop, build, and deploy on IOS, Android,
and Web apps from a single codebase.

Pros

Expo is free and open source which lets the developer write pure JavaScript code
without writing any native code. All the native code is handed by the expo under
the hood. So we do not have to worry about the native code. This makes the
development fast. As there is no native code, it means the developer does not have
to use Android Studio or Xcode for Android and IOS development respectively.

Expo also provides a feature called Publish Over The Air (OTA). With this
feature, the developer does not have to upload every version of the application on
the Play Store / App Store. Instead, they can publish their application on the
expo servers very easily. This feature is great for testing the application.

With the expo, we can access native APIs for Android and IOS. Expo provides
these native APIs out of the box which makes it easier for the developer to use the
native features in the application.
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Cons

Expo has a limited number of Android and IOS APIs. And apart from that
out of the 102 modules available in the Expo SDK, 49 are not compatible with
Web. Out of the 939 libraries listed on https://reactnative.directory/, 134
libraries support the web. These numbers are just to illustrate that React native
tooling is not necessarily developed with the web in mind, and we’ll most likely
have to use React tooling either way. Expo adds another layer of abstraction, which
means that he developer cannot directly access the native features. A lot of things
are happening under the hood. Another limitation of the expo is the minimum
supported versions. The minimum supported version for Android and IOS is 5+
and 10+ respectively.

But the good news is that we can always eject our application from the expo.
Which means that we can always access the native code. In the coming sections,
we will see that we have to eject the application because we are going to implement
some features directly into the native code.

3.2.4 Navigation
For any web or mobile application, navigation is one of the most important

aspects. It is the path that a user can follow to reach a certain goal. In any
application, there could be multiple goals a user can achieve. For example, To
place an order on Amazon. To do this user has to go through a certain path/screen
to act. Home Screen -> Login Screen -> Search Screen -> Summary Screen ->
Confirmation Screen. These are the screens a user has to go through to place an
order on Amazon.

Similarly, in our application, there are multiple screens for multiple goals. For
example, the user wants to submit the feedback or the user wants to book an
appointment. To attain all these goals, we are using the React native navigation
library. The complete navigation path of the entire application is given below.

As we can see there are two ways to navigate inside the app. The first one is the
fab, which acts like a header in any web application. This fab will be replaced as a
header and footer in the web application. So in the web app, all the navigation
that we can do with the fab will be done using headers and footers.

From the FAB we can navigate to Home Screen, Our Services Screen, University
Selection Screen, Major Selection Screen, Favorites Screen, and Feedback Screen

27

https://reactnative.directory/


Figure 3.5: Navigation Flow of the Native Application

anywhere from the native application. But this isn’t the case for the web application.
As for the web, we are navigating through the header.

Apart from FAB navigation can be done using the normal buttons as shown
in the figure. The buttons are represented as the words written along with the
lines. For example, on the home page, we have 2 buttons named Main-Filter and
About-Us. These buttons will navigate to these screens.

Navigating to Major Selection Screen

The purpose of the Major Selection Screen is to choose the majors along with
the gender and the school name. For example, a user can select a major "History"
based on the gender "MALE" and the school "ARTS". The screenshot of the Major
Selection Screen is shown in the figure below. The green words in the figure are
the translated text of the screen.

This screen has 2 major objectives:
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(a) FAB closed (b) FAB opened

Figure 3.6: FAB

1. Displaying majors for a single university

2. Displaying majors for all universities.

To accomplish these, there were 2 possible solutions. The first one is to have 2
separate screens. One screen displays the majors for a single university and another
screen displays the majors for all the universities. The Second solution was to
have a single screen. So the data will be displayed based on which screen the user
navigates from. So if a user is navigating from the University Selection Screen
after selecting a particular university and then navigates to the Major Selection
Screen then it will display the majors of that selected university. If the the user is
navigating from the FAB or Main Filter Screen it will display the majors of all the
universities.

The second option was chosen to reduce the redundant screen. To implement this
option we are passing the additional parameters along with the navigation prop.
This is called the route parameters. The route parameters passed are University
ID and University Name. Based on these 2 parameters, we are deciding if the
university is selected or not. If it is selected then it means that the user is coming
from the University Selection Screen. So we have to display the data of only that
particular university. Otherwise, we will display the data of all the universities.

29



Figure 3.7: Major Selection Screen
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3.2.5 Data Presentation
The main goal of the app is to display the data to the user. The data is the
university data. In the previous sections, we have discussed how the is obtained.
Initially, the Content Owner (CO) has the data in the CSV format. CO inputs this
data into an ETL tool. the purpose of the ETL tool is to convert the CSV format
to the database format. ETL tool is written in Python. After the data is converted
into the database schema, it is ready to be imported into our React Native codebase.
In React Native, we have created different classes and methods to call different
types of data. For example, if we want to import the names of all the universities
present in the database, we have to call a method called getUniversitiesNames().
This method will return all the names of the universities. And then we can map
those names according to our needs. The figure below shows how we are getting
all the universities by calling the method. And then how we are mapping those
return values.

Figure 3.8: getUniversitiesNames() Method

Each university’s data is displayed on the University Home Screen. This is the
screen where the user can see the university logo, university information (foundation
year, name, etc), services that the selected university provides (sports, academic,
non-academic), etc. From this screen, the user can navigate to the screen according
to the selected service as shown in the navigation flow diagram. The University
Home Screen is shown below.

As we can see there are two sections of this screen. In the top section, there is a
circular navigator through which the user can click to see the information about
the selected tab in the bottom section. From the bottom section, the user can
navigate to the screens based on what he clicks on. The logo of the university is in
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Figure 3.9: University Home Screen

the center of the navigator. This circular navigator is made up of SVG(Scalable
Vector Graphics) instead of PNG or JPEG format. The reasons to use SVG are
the following.

1. Scalability: SVG are screen resolution independent. It means that no matter
what the size or the screen resolution is, the quality of the image won’t be
changed. Or we can say that the SVGs are independent of the screen’s pixel
density.

2. Performance: These are extremely beneficial for the web because it does
not need to make an HTTP request to load an image. So they are fast as
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compared to the PNG or JPEG file formats.

3. Customization: SVG images have a great styling option. You can easily
customize your images using the properties fill color, stroke color, sizing, and
more through CSS.

4. File Size: SVG images are best for screens with high resolutions. As they
are independent of the resolution their size doesn’t change concerning the
resolution. Without optimizations, PNG images are up to 70 percent larger
in size compared to SVG [21].

3.2.6 Multiple University Support
One of the challenges of the project was to make the application compatible to
support multiple universities. What does it mean? Every university can have
a different type of data. For example, a university can have a sporting facility
but another university doesn’t have this facility. Or one university has a special
program while other universities don’t. The data which we are going to present is
dynamic. This means that in some scenarios there can be a screen that is going to
present the data which has 5 headings and 3 subheadings for a single university,
while for the different universities, the headings can be 7 and subheadings can be
6. This will create a problem. The problem is that we have to let the JSX know
dynamically which data is a heading which one is a subheading and which one is
normal text so that different formatting can be used to style these different types
of data.

Let’s see an example from the application to better understand the problem.
There is a screen called Our Services which provides the user with information on
all the services provided by DALELUK as shown in the figure below.

In the above figure, the bold text represents the headings which is the name of
the service provided by Daleluk. The normal text is the description of that service.
There are multiple services. The number of services is dynamic which means that
it can be changed in the future. But how do we let the JSX know to differentiate
the styling properties for both of these texts (bold and normal)? If the number of
headings and their descriptions are fixed, then we can easily hard-code the styling
attributes for each text type. But since they can be changed in the future we
cannot do that.
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Figure 3.10: Our Services Screen

Markdown Data format

To solve the above problem we can use the Markdown data format inside our
Firebase noSQL. Using the Markdown data format inside the Firebase is quite
beneficial. It is helpful to create dynamic content and real-time updates. The
Content owner only needs to update the data in Firebase which will reflect on the
application. There is no need to re-build the application and redo the delivery on
the App Store and Play Store

1. Simplicity and Readability: Markdown is easy to write and understand. It
uses plain text formatting which is better than HTML and other markup
languages. Due to these reasons, it is one of the best approaches for the
content owners.

2. Portability: One of the big advantages of using the Markdown format is that
it is easily transferred, versioned, and backed up. They can be opened and
edited in any tool. They can be used in different operating systems and
environments without any compatibility issues.
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3. Flexibility and Versatility They are easily convertible to other data formats
like HTML, PDF, etc.

4. Maintenance and Version Control: Since they are plain text it works best
with version control like Git. This format makes it easier to see the differences
and resolve the merge conflicts as compared to other formats such as binary.

5. Dynamic content: One of the most important requirements of the project
is to make the content dynamic. Markdown solves that problem. The
content owner can change the data and type of data format very easily using
Markdown. e.g.

Figure 3.11: Markdown data

In the figure, it is shown a JSON object which we can assume is stored in the
database. Look inside the object. It’s a plain text. As we can see there are multiple
markdown tags. Now imagine this scenario from a content content owner’s point
of view. The CO will use this plain text to format their data accordingly. For
example, if the CO wants to use normal text instead of bold text, he/she just needs
to remove the "*" from the "content" like this

Figure 3.12: Markdown updated
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So instead of changing the JSX inside the react the CO just changed one minor
thing from the database. This change will be reflected to the user in real time
thanks to the firestorm.

In our application, we are using a third-party library to render the markdown
which is called "react-native-markdown-display". it can be easily installed using node
package manager by this command npm install -S react-native-markdown-
display. Here is an example of how to use it inside a React native project.
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Figure 3.13: Markdown usage
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Markdown offers so many formatting options some of the most commonly used
are listed below:

Figure 3.14: Markdown Syntax

Here is an example of a markdown used inside our Firestore. As seen the
"description" of the "paymentmajors" inside the "services" contains a text which is
a heading of level 3. and the text at the end which is using "**" is the bold text.
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Figure 3.15: Markdown Example inside firestore

Markdown vs HTML format

The main reason for using the Mardown format is its easier to use for content
owners. Since they are no developers so choosing the plain text format is the best
choice. However, other formats could be used and have some advantages over
markdown. HTML is the most popular and widely used format.

Markdown is good for its simplicity and readability but it has several disadvan-
tages compared to HTML. Markdown offers limited formatting options, supporting
only basic text styles like headers, lists, and emphasis. This makes it unsuitable
for creating complex layouts or interactive elements that HTML can easily handle.
Additionally, Markdown documents require conversion to HTML or another format
for final rendering, adding an extra step to the workflow. This dependency on
external tools can complicate the content management process. Lastly, the lack of
native support for semantic tags in Markdown can hinder accessibility and SEO,
areas where HTML excels by providing detailed context to search engines and
screen readers. So here we can see that the web application will have a low SEO
because of the markdown. HTML’s extensive set of tags and attributes allows
the user for better control over document structure and presentation. It ensures a
richer and more accessible user experience. Finally, Markdown’s plain text nature
means it cannot natively incorporate styles, scripts, or other advanced elements,
making it less versatile for web development compared to HTML.
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Figure 3.16: HTML vs Markdown syntax

This image shows a short comparison of the syntax of markdown and HTML. As
shown, it is understood that markdown was the best choice in our case. It is more
suitable for content owners than HTML. It is less error-prone compared to HTML.
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Chapter 4

Analytical Results

Google Analytics is a powerful web analytics service offered by Google that
enables website owners and marketers to track and analyze website traffic and user
behavior. By implementing a small piece of code on their application, users can
collect a wealth of data regarding how visitors interact with their application. This
includes information such as the number of visitors, their geographic locations, the
devices and browsers they use, the pages they visit, the duration of their visits,
and the paths they take through the site.

The insights gained from Google Analytics help users understand their audi-
ence, evaluate the effectiveness of their online marketing strategies, optimize their
website’s performance, and make data-driven decisions to improve user experience
and achieve business goals. Google Analytics provides various tools and reports
to visualize data, create custom dashboards, and set up goals to measure specific
actions like form submissions or product purchases. Additionally, it offers advanced
features such as segmentation, audience insights, and integration with other Google
services like Google Ads, providing a comprehensive view of digital marketing
efforts.

4.1 Demographical insights
Demographical insights in Google Analytics provide information about the age,

gender, and interests of your website visitors. These insights help you understand the
characteristics of your audience, enabling you to tailor your content, products, and
marketing strategies to better meet their needs. By analyzing demographical data,
you can identify key segments of your audience, discover new growth opportunities,
and create more targeted and effective campaigns.
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4.1.1 Location and language

Figure 4.1: Users by country

Figure 4.2: Users by city

Conclusion: This is one of the analytical data that shows the location and
languages of all the users using the application. We can deduce from this that
most numbers of users are from Qatar as expected but there are unexpectedly large
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Figure 4.3: Users by languages

number of users coming from the United States. However, since the application is
only in Arabic a large number of the audience who speak English cannot use this
application. Apart from this, a large number of users are using the application from
the capital city of Doha. So the possibility of multi-language support is proposed
to Daleluk and more universities from Doha should be added.

4.1.2 Age

Figure 4.4: Users by languages

Conclusion: As shown, a large amount of the audience is from the age group
35-44. As there isn’t any option inside the application to change the font, this
could be a problem for users to read the information related to the institutes. So
the possibility to change the size of the font is proposed to Daleluk.
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4.2 Events
Event logs in Google Analytics track specific interactions or actions that users

take on the application, such as clicking a button, downloading a file, or watching
a video. These events go beyond standard page views and provide detailed insights
into how users engage with your application’s elements. By setting up event
tracking, we can measure and analyze user behavior more precisely, helping to
understand which features are most engaging, identify potential issues, and optimize
the application for better performance and user experience.

Some logs were captured to understand which buttons or options a user is clicking.
This will give us insight into the application. It’s a good way to monitor which
part of the application a user is most interested in and which part is redundant.

Figure 4.5: Events of university majors selection

The figure shown above shows the user selection of majors type and universities
from the screen "Majors Selection" as shown in majorSelection. This log is helpful
for the universities and institutes to find out which majors the applicants are
more interested in. For example: As shown the users are more interested in
engineering-related subjects.

Conclusion: Daleluk also offers consultation services to its users. To make it
happen the users have to go to the "Our Services" screen and then they have to
click on "Book Now" to book their appointment with them. But as shown in the
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Figure 4.6: Event of Our services

Figure 4.7: Events of Book Now

figures it is found that only 24 users clicked on book now but in total 166 users
opened the Our Services screen.
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Chapter 5

Conclusion

In conclusion, the development of a mobile and web application using React Native,
along with the integration of Google Analytics, has proven to be a robust solution
for delivering a seamless user experience. React Native’s cross-platform capabilities
have enabled the creation of a consistent and efficient user interface across both
mobile and web platforms, ensuring that users enjoy a uniform experience regardless
of their chosen device.

The use of Google Analytics has been instrumental in enhancing the user
experience by providing valuable insights into user behavior and interactions with
the application. This data-driven approach has allowed for the identification of key
areas for improvement, leading to more informed decision-making and targeted
enhancements that directly address user needs and preferences.

By adding the markdown data format for dynamic content storage in Firestore,
the application benefits from a flexible and lightweight data structure that sim-
plifies content management and rendering. This approach has facilitated efficient
data retrieval and display, contributing to a smoother and more responsive user
experience. They are suitable for Content owners.

Overall, the integration of these technologies has resulted in a highly func-
tional and user-centric application. The combination of React Native’s versatile
development framework, Google Analytics’ powerful analytics capabilities, and
Markdown’s dynamic data handling has enabled the creation of an application that
not only meets but exceeds company’s expectations.
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Chapter 6

Future Work

In the future, there are multiple possibilities for advancing and improving the
application. Although the application functions effectively, there is still potential
for enhancing its performance, particularly as the number of users increases. The
program will be optimized to maintain quick and responsive performance by
implementing techniques such as lazy loading, code splitting, and optimizing
database queries. Additional features will be taken into account based on user
feedback to improve the functionality of the program. Possible enhancements
could involve the integration of additional third-party services, the provision of
offline functionalities, and the broadening of the range of supported content. It
will be essential to continuously improve the user interface by analyzing data and
incorporating user feedback. This encompasses not just changes in visual design
but also improvements in navigation, accessibility, and overall usefulness. Although
React Native provides a robust solution for cross-platform development, there
are some advantages to having a distinct codebase for the web application. This
method provides enhanced precision in managing web-specific elements such as
SEO, superior performance optimizations for web browsers, and the capability
to incorporate web-specific functionality without the limitations of a mobile-first
framework. Having a specialized web codebase guarantees that both the mobile and
online versions of the application can be fully optimized, resulting in an exceptional
user experience on each device.
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